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Abstract

In Machine learning (ML), the question
of explainability and fairness is becom-
ing ever more critical. New concepts of
desired properties of ML models are be-
ing introduced and often require looking
for other optimization methods. Mixed-
integer programming (MIP) is one such
optimization method. We overview the
wide use of MIP in ML and explore two
topics in depth.

We mainly contribute with a MIP for-
mulation of a classification tree, focusing
on a fair accuracy distribution over its
leaves. We call the formulation Fair Clas-
sification Tree (FCT). With it, we tackle a
currently overlooked problem. By adding
further models to the leaves of the FCTs,
we show that the extended models have
comparable accuracy to state-of-the-art
models while significantly improving the
explainability of the model.

Secondly, we propose a possible way to
assess the quality of a model’s counter-
factual explanations using a function and
offer its use in model training in search
of balance in explainability and accuracy
at once. Counterfactual explanations are
a post-hoc explanation technique widely
used in fields ranging from finance to
healthcare.

Keywords: mixed-integer programming,
machine learning, fairness, decision trees,
counterfactual explanations

Supervisor: Mgr. Jakub Mareček,
Ph.D.

Abstrakt

Ve strojovém učení se otázka vysvětlitel-
nosti a férovosti stává stále více důležitou.
Nové koncepty požadovaných vlastností
modelů strojového učení jsou představo-
vány a často vyžadují jiné metody pro
optimalizaci. Jednou z takových metod je
smíšené celočíselné programování (MIP).
Vytváříme přehled širokého použití MIP
ve strojovém učení a rozvádíme dvě té-
mata do hloubky.

Primárně představujeme MIP formulaci
rozhodovacího stromu, zaměřenou na fé-
rové rozdělení přesnosti na jeho listech.
Nazývame tuto formulaci Fair Classifi-
cation Tree (FCT). Pomocí ní se zaměřu-
jeme na dosud přehlížený problém. Přidá-
ním dalších modelů do listů FCT ukazu-
jeme, že rozšířené modely mají přesnost
srovnatelnou se současně nejlepšími mo-
dely, zatímco značně zlepšují vysvětlitel-
nost modelu.

Dále představujeme funkci pro hodno-
cení kvality kontrafaktuálních vysvětlení
modelu, kterou nabízíme k použití při
trénování modelu pro hledání rovnováhy
mezi vysvětlitelností a přesností modelu.
Kontrafaktuální vysvětlení jsou post-hoc
vysvětlovací technikou široce používanou
v oblastech od financí po zdravotnictví.

Klíčová slova: smíšené celočíselné
programování, strojové učení, férovost,
rozhodovací stromy, kontrafaktuální
vysvětlení

Překlad názvu: Smíšené celočíselné
programování ve strojovém učení
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Chapter 1

Introduction

Artificial Intelligence (AI) is a topic that seems to be getting ever more
important over time. In recent months, with the rise of large language models,
practically everyone is getting into contact with the capabilities of AI [Hu,
2023]. As the broad society learns to work with AI models, the models
must gain users’ trust. The requirements for the capabilities of models are
expanding from pure quantitative performance to a more complex optimization
goal. It often no longer suffices to show that model is accurate. In many
cases, society demands fair treatment, transparency, and accountability.

With great power comes great responsibility. As the interest in AI is rising,
so does the interest in Explainable Artificial Intelligence (XAI). XAI is the
concept of providing the user of an AI model with not only a prediction but
also an explanation. This explanation might be regarding a single prediction
or even broader concepts, such as explaining the model’s weaknesses and
warning the user if a prediction might be wrong. The purpose of this is
to improve understanding and to increase the trustworthiness of AI models
[DARPA, 2016; Saeed and Omlin, 2021]. For some areas, such as healthcare
and security, the existence of high-quality XAI methods is essential to achieve
wide adoption of AI in those areas [Adadi and Berrada, 2018].

One of the primary goals of XAI is delivering good explanations without
sacrificing too much accuracy [Adadi and Berrada, 2018]. That is commonly
believed to be non-trivial. However, Rudin [2019] claims this perceived
trade-off is a myth. Nevertheless, the prevalence of black-box models is
undisputed.
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1. Introduction .....................................
A different term, close to explainability, is interpretability. The distinction

between their meanings varies in existing works. Saeed and Omlin [2021]
review some of them and provide an overarching definition:

“Explainability provides insights to a targeted audience to fulfill a
need, whereas interpretability is the degree to which the provided in-
sights can make sense for the targeted audience’s domain knowledge.”
[Saeed and Omlin, 2021, page 4]

In other words, explainability is the ability of a model to explain its decision
or some of its attributes or features. On the other hand, interpretability is
the ability of users of the model (or other interested people) to understand
the explanations and conclude something from them.

A similar distinction is between local and global explanations. While local
explanations help us understand a decision of a model, global explanations
help us understand the full model, enable us to analyze it, and possibly spot
some inconsistencies or flaws.

The issues of explainability and interpretability of AI models are the
motivating themes of this work.

1.1 Why Mixed-integer programming (MIP)?

MIP and especially Mixed-Integer Linear Programming, which we will consider
mostly, is a very expressive framework of mathematical problem specification.
Mixed-integer linear program is essentially a linear program where at least one
of the variables takes only integer values. General MIP formulation belongs
to the class of NP-complete problems. [Shahrabi Farahani and Lagergren,
2013]

On the one hand, this means that MIP formulations are significantly more
challenging to solve compared to Linear programming. On the other hand,
this enables us to specify any NP-hard problem using MIP and then use
highly optimized general solvers, like CPLEX [Cplex, 2009] or Gurobi [Gurobi
Optimization, LLC, 2023] to obtain the solutions. This capability is the
cornerstone of many applications.

2



.................................. 1.2. Goals of the thesis

1.2 Goals of the thesis

This thesis aims to do three things. Firstly, we wish to provide a quick
overview of the current use of MIP in AI. Secondly, provide the reader with
some propositions for optimization functions regarding counterfactuals. And
lastly, as the central part of the thesis, we introduce a new variant of Hybrid
tree [Zhou and Chen, 2002] with a focus on the balance of explainability and
accuracy.

1.2.1 Use of MIP methods in Machine learning (ML)

Initially, we will do a quick overview of various uses of MIP in ML. For
a more in-depth look, we will refer the reader to further sources, not to
repeat what has been said but to provide an overlooking view. This part
will put focus on the uses of MIP for explainability and interpretability,
describing counterfactual explanations in detail. However, it will not be
focusing exclusively on them only.

1.2.2 Optimizing explanations’ validity in Classification trees

The most significant part of the thesis will touch on the problem of finding
optimal classification trees. We will propose a new MIP formulation that
optimizes a different goal from the most common one, focusing on the validity
of explanations that the tree provides. It will be done by maximizing the leaf
accuracy of the least accurate leaf.

1.2.3 Counterfactual generation using MIP

The second practical topic will concern the generation of counterfactual expla-
nations of the decisions of Artifical Neural networks (NNs). We will introduce
a couple of potential utility functions, based on a set of counterfactuals, aim-
ing to train models with local explanations in mind. This could aid models,
that are not interpretable but can provide counterfactual explanations.

3



1. Introduction .....................................
Declaration note. The model regarding the classification trees and global
explanations created in Chapter 3 of the thesis was submitted for review as a
scientific article titled Improving the Validity of Decision Trees as Explanations.
The dates of submission collided with the submission of the thesis. It is
partly similar to Chapter 3, especially with regard to the experiments. The
description here is more detailed.

4



Chapter 2

Current use of MIP in ML

From the discussion of Glover [1986], we can see that because of its ability to
express NP-hard problems, MIP played a role in the development and use of
AI methods. We will concern ourselves strictly with Machine learning (ML)
models. That is by using the definition by Zhou [2021]:

“Machine learning is the technique that improves system performance
by learning from experience via computational methods.” [Zhou,
2021, page 2]

This means we are interested in the algorithms that use data to learn
concepts rather than solving a single complex task with simple, smaller input,
such as planning [Vossen et al., 1999]. We also are not interested in how
ML improves the performance of MIP solvers, although it is a vast area of
research that shows promising results [Khalil et al., 2016; Tang et al., 2020;
Zhang et al., 2023].

2.1 Introduction of MIP to ML

One of the first ML problems to be ever explicitly formulated as a MIP is
clustering [Vinod, 1969]. The task of clustering is typical because it contains

5



2. Current use of MIP in ML ...............................
two important ingredients. It can be directly formulated mathematically, and
there is no known effective and optimal algorithm. This, together with the
option to formulate a custom objective function, makes it a good candidate
for MIP. Already Kusiak [1984] proposed 5 different formulations of clustering.
A commonly used MIP approach to general clustering was introduced by
Grötschel and Wakabayashi [1989].

At that time, MIP solvers were not very practical for the applications to
ML methods, which led to some skepticism regarding the usefulness of MIP in
this area. It took many years and a lot of development on the hardware and
software side of MIP solvers to achieve the state it is now. To paint a clearer
picture, Bertsimas and Dunn computed the speedup factor of MIP solvers of
800 billion between 1991 and 2015. That includes both software (1.4 million
by itself) and hardware improvements [Bertsimas and Dunn, 2017].

This delay is further exemplified by the fact that the prestigious journal
Annals of Statistics accepted the first use of MIP for ML in 2014 [Bertsimas
and Mazumder, 2014]. In that work, Bertsimas and Mazumder show a
formulation achieving high-quality solutions on the Least Quantile of Squares
problem, even proving optimality for smaller instances in a reasonable time.

Since then, Rahul Mazumder (and Dimitris Bertsimas) have pioneered the
research of MIP methods in ML. To describe a few more of their influential
works, in 2016, they proposed a MIP approach to subset selection, where they
tremendously improved on the state-of-the-art LASSO method [Bertsimas
et al., 2016]. In 2017, Mazumder and Radchenko introduced a method for min-
imizing the number of non-zero coefficients of linear models. It was expressed
as MIP formulation that outperformed other popular methods, even on non-
trivial sizes. Later, Bandi et al. [2019] introduced a formulation for training
Gaussian Mixture Models that outperforms the Expectation–maximization
algorithm (EM) on multiple datasets. These works contributed significantly
to the advent of MIP in ML techniques.

2.2 Current state of the art

We wish to briefly describe the current state of the use of MIP for ML. Since
we do not aim for a comprehensive survey, the main focus will be on Decision
trees and Artifical Neural networks (NNs). We look into these closely because
further chapters reference and build upon the works presented. Lastly, we
briefly overview some other applications to various fields of ML.

6



................................ 2.2. Current state of the art

2.2.1 Decision trees

Creating an optimal decision tree is a problem from the NP-complete class
[Hyafil and Rivest, 1976]. And since commonly used heuristic algorithms
opt for speed rather than optimality, there is a place for frameworks like
MIP to shine. There are multiple various formulations to choose from.
There is work by Menickelly et al. [2016] that targets classification trees
for data with strictly categorical features. Then there are more general
classification tree formulations, such as the work of Verwer and Zhang [2017]
or Optimal Classification Tree (OCT) by Bertsimas and Dunn [2017] that use
standard real-valued thresholds. The OCT model will be central in Chapter 3.
Additionally, the work of Verwer et al. [2017] formulates regression trees using
MIP. These works also point out that one does not need to optimize just the
standard misclassification error (or mean-squared in case of regression). They
can incorporate more nuanced criteria into the optimization goal.

More recently, new formulations have improved the performance of MIP
solvers in this area, for example, using Binary Programming [Verwer and
Zhang, 2019], or formulations utilizing the max-flow problem [Aghaei et al.,
2020, 2022]. Jo et al. [2023] create a decision tree with interpretability and
fairness in mind.

There are many more formulations of Decision trees [e.g. Alston et al.,
2022; Vos and Verwer, 2022; Blanco et al., 2022; Alès et al., 2022]. To briefly
describe a few selected, D’Onofrio et al. [2023], inspired by Support vector
machines (SVMs), add margins on decisions to the optimization. And Florio
et al. [2022] expand from training decision trees to training decision diagrams.

Decision trees are an active research topic, especially when using MIP meth-
ods. It is due to their excellent interpretability, which is gaining importance
in the current times.

2.2.2 Neural networks

Artifical Neural networks (NNs) are what comes to mind when ML is men-
tioned. Much research has come into perfecting the optimization of NNs, and
attempts to use MIP in this regard are no exception [Simon and Takefuji,
1988; Fischetti and Jo, 2018; Thorbjarnarson and Yorke-Smith, 2021; Sildir
and Aydin, 2022]. Some formulations also contain the capability to optimize
the structure of the NN [Dua, 2010].

7



2. Current use of MIP in ML ...............................
For example, Ferber et al. [2020] incorporate a MIP formulation into a

layer of a Neural network.

Mostly, however, MIP is used as an additional tool rather than a tool for
training the NNs directly. In areas where MIP finds its use, such as scheduling
problems, the coalition of the speed of NNs and the global capabilities of
MIP is being explored [Chen et al., 2023]. Or, for example, Zhu et al. [2020]
create an approximation with the NN and use MIP to mend the approximate
solution to a valid one.

Another way of using MIP in tandem with NNs is the formulation of
trained NN as an integer program. This can be used to design new chemical
compounds by having a NN and a desired property and use MIP to search
for input vectors [Akutsu and Nagamochi, 2019]. A similar task is a search
for adversarial examples, which is an important topic for the security of ML
applications [Tjeng et al., 2017].

Because of the broad applicability of MIP on trained NNs, much research
focuses on improving the formulation of the NN computation. E.g., Anderson
et al. [2020] propose multiple formulation improvements to increase the speed
of optimization, and König et al. [2022] use various MIP solver configurations
for a similar purpose.

The last area of the use of MIP for NNs to mention is the quantization.
Quantization is a process of moving a NN model from floating-point numbers
to 8 (or less) bit integers, thus decreasing the size of the model and power
consumption while increasing the speed of inference, thanks to the use of
simpler computation. There are attempts to improve the performance of
quantization with MIP, Hubara et al. [2020] suggest a formulation to optimize
the number of bits to quantize to.

2.2.3 Further uses

There are many areas of ML. Providing a complete and extensive overview is
not the aim of this chapter. To conclude the dense summary of the use of
MIP in ML, we list a few more areas with MIP applications:

. Rule lists are very well-explainable models that can be optimized for
various goals in mind using MIP [Rudin and Ertekin, 2018].

8



................................ 2.2. Current state of the art

. Linear models are one of the simplest ML models. Even though there
are usually better ways of training linear models, one can represent them
using MIP as exemplified by Verwer et al. [2017], where they optimize
for a more complex goal but use linear models re-formularized as MIP..To train robust Support vector machine (SVM), Kurtz [2022] uses MIP to
generate adversarial examples to improve the robustness of the resulting
model.. For general Ensemble models, Bastos et al. [2022] proposed a MIP
formulation oriented on pruning a set of trained models to simplify
the inference and possibly to improve the predictive capabilities of the
ensemble.. In Boosting, Kurtz [2022] propose an algorithm using a MIP formulation
that outperforms classical AdaBoost on challenging datasets..The Clustering formulation of Grötschel and Wakabayashi [1989] has
since been improved by Miyauchi et al. [2018], who reduced the time and
memory requirements. Today, MIP is used for clustering in areas ranging
from customer segmentation [Sağlam et al., 2006] to biology [Han et al.,
2019]. MIP also enables us to solve more advanced clustering problems,
such as (relaxed) correlation clustering [Figueiredo and Moura, 2013;
Queiroga et al., 2021].. Bayesian Networks are also challenging to optimize, which means there
are multiple MIP applications to their optimization [e.g. Cussens, 2011;
Bartlett and Cussens, 2015; Küçükyavuz et al., 2020].. Similarly to Bayesian networks, Markov decision processes are being
optimized using MIP [Albert, 2022].. Semi-supervised learning, a wide area of methods, where at least a semi-
supervised variant of SVM can be optimized using MIP [Demiriz and
Bennett, 2001].. Feature selection is an integral part of Machine Learning processes.
While it can be expressed using MIP, it is often non-tractable to directly
optimize [Bertolazzi et al., 2016]. Regardless, Maldonado et al. [2014]
show that their formulation consistently outperforms other techniques.. In Dimensionality reduction, the sparse principal component analysis
aims to select at most k components to be non-zero. The requirement for
some components to be zero, compared to standard Principal Component
Analysis (PCA), enhances the interpretability of the reduction. The
sparse PCA is NP-hard, which makes it a good fit for MIP [Dey et al.,
2018]..MIP can also introduce new models altogether. An example is the
idea of hyper-boxes instead of hyperplanes and their use for multiclass
classification [Üney and Türkay, 2006].

9



2. Current use of MIP in ML ...............................
Seeing all of the provided examples, one can see that MIP is widely used in

ML techniques. Many applications were formulated in the 20th century. And
as solvers are improving their performance, the formulations are becoming
tractable to use for bigger and bigger instances. [Bertsimas and Dunn, 2017]

2.3 MIP in ML explainability

Regarding the Explainability of ML, MIP plays a significant role. For one, it
can provide global optimality to well-interpretable models, such as Decision
trees [Bertsimas and Dunn, 2017] or rule lists [Rudin and Ertekin, 2018]. It
can also improve the explainability by performing optimized sparse PCA and
reducing the number of relevant dimensions of a model [Dey et al., 2018], or
find high-quality sparse linear models [Mazumder and Radchenko, 2017].

The above applications provide a kind of global explanation. Global expla-
nations are called global in the sense that they explain the general (global)
behavior of the model. On the opposite side are local explanations, which
explain a single decision made by the model. An example would be a decision
tree where decisions are based on a single variable compared to a convolutional
NN returning a single channel bitmap, showing what pixels of the input image
influenced the decision the most. Clearly, local explanations are less valuable.
For example, Rudin [2019] calls for more focus on interpretability, which
could be considered the same as global explainability.

Yet, some state-of-the-art models are so complex that explaining them
globally via model extraction methods is not performed for accuracy reasons.
For such models, one turns to local explanations that do not require a loss
in accuracy [Bastani et al., 2019]. Commonly used local explanations are
counterfactual explanations. And MIP can generate various high-quality
counterfactual explanations [Chuang et al., 2023].

2.3.1 Counterfactual explanations

Counterfactual explanations are post-hoc explanations. They suggest what
should change on the input to get the desired output. An example might be a
lender denying a loan and providing a counterfactual explanation, such as “If
your income was 1,000$ higher, your application would be accepted.” These
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............................... 2.3. MIP in ML explainability

are very valuable pieces of information to the users of ML systems. [Guidotti,
2022]

They are similar to adversarial examples and could be used in this way to
find problems with the systems in place. We often want the counterfactual
explanations to satisfy different desiderata. Guidotti [2022] comprised them
in the following list:

. Validity. The counterfactual change should change the class accordingly..Minimality. It should not be possible to choose fewer changes than the
counterfactual suggests to achieve the same class change.. Similarity. The counterfactual change should not change the input in a
significant way.. Plausibility. The counterfactual change should keep the new input similar
to other points in the dataset. For example, in the loan example, it
should not say to the customer that they should be 250 years old.. Discriminative Power. This means that the counterfactual should help
to understand where the boundary between two classes is.. Actionability. The provided changes should be possible to perform. For
example, it should not suggest having different gender, race, etc.. Causality. The counterfactuals should consistently keep the relationships
between input features. Guidotti [2022] gives an example that the loan
length and interest rate should be changed accordingly together, as is
typical.. Diveristy. If generating multiple counterfactuals, they should cover as
many changes as possible with minimal overlap.

MIP formulations

There are many ways to obtain a counterfactual explanation, but only some
use MIP [Guidotti, 2022]. We can use MIP to generate counterfactuals for NNs
[Mohammadi et al., 2021], oblique decision trees (trees using hyperplanes for
decisions) [Carreira-Perpiñán and Hada, 2021] and even ensembles [Parmentier
and Vidal, 2021].

This comes as no surprise, since all these models can be formulated using
MIP, and what remains is to select the right goal and encoding of the input

11



2. Current use of MIP in ML ...............................
vector. Selecting the best goal is a well-researched topic. Ustun et al. [2019]
introduced actionability-focused formulation, Russell [2019] focused on the
diversity of the counterfactuals and the DACE model by Kanamori et al.
[2020] improved their similarity by incorporating the training data distribution
into the process. In their later work, Kanamori et al. [2021] introduce a new
concept of ordering the changes to better suit the needs of the user.

12



Chapter 3

Fair explanations using classification trees

In this chapter, we dive into the area of global explanations. We will optimize
a classification tree with concern for fairness regarding the provided explana-
tions with the tree structure. This will be done directly by adding relevant
constraints to the MIP formulation.

Classification trees are commonly considered to be well-interpretable. [e.g.
Laber et al., 2023] That is because of their inherent structure, which is
very logical and understandable. Trees can be broken down into simple
logical formulae, one per leaf. Feldman [2000] showed that such formulae
are understandable up to the size of around 5-9 literals, meaning trees must
be constrained in depth to be understandable. Limited depth means higher
classification error. And since the tree is trained to minimize the total
misclassification error, it can mean that some leaves have accuracy close to
random selection. This is because more homogeneous parts of the data are
cropped away while the more challenging areas of the sample space remain
in a single leaf. In those leaves, accuracy is very low. An example of this
can be seen in Figure 3.1. The Classification and Regression Trees algorithm
(CART) tree has a leaf with 57.1% accuracy.

We argue that if a sample is classified by a leaf, where the decision is
supported by very low accuracy, the explanation is not fair with regard to
other explanations supported by better accuracy. It makes the explanation
less valid, if not potentially harmful. A user might incorrectly put a lot of
importance on an explanation supported by low accuracy. When a leaf has
low accuracy on training data, its decision can be flipped by introducing just
a few samples of a different class.
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3. Fair explanations using classification trees ........................
Conventional algorithms, like CART [Breiman et al., 1984], often create

trees with some leaves with low accuracy. This is usually not an issue because
they optimize for the total accuracy of the model, and such low-accuracy
leaves are averaged out. We claim that algorithms like CART, by performing
splits of the highest decrease of gini impurity (or entropy), leave the most
difficult parts of the tree for last. This, in the end, creates a node with low
accuracy containing the “hard” samples. Notice, for example, the CART tree
in Figure 3.1. It has one leaf with significantly worse accuracy compared
to other leaves. The explanations provided by such a leaf are not very
informative.

To address this issue, we aim to find a tree with the highest leaf accuracy.
By leaf accuracy, we mean the least accuracy in a single leaf across all tree
leaves. The MIP formulation of a tree with this goal in mind is what we call
Fair Classification Tree (FCT). After creating this model, the total accuracy is
improved by adding well-performing ML models to each leaf. This extension
in the leaves creates the full hybrid tree (using the naming convention of
Zhou and Chen [2002]). We call a model’s leaf accuracy the accuracy of the
least accurate leaf of the low-depth explainable tree. And we use the term
hybrid-tree accuracy to refer to the total accuracy of the entire model with
the extending models (the hybrid tree).

3.1 MIP formulation of FCT

Finding an optimal classification tree is known to be an NP-complete problem
[Hyafil and Rivest, 1976]. As mentioned earlier, that is not an issue for MIP
solvers since NP-hard problems can be transformed into MIP formulations.

We start with the OCT model introduced by Bertsimas and Dunn [2017]
and extend it into a model that focuses on best interpretability. This means
that each interpretation is supported by the highest possible accuracy. We
will call that model FCT.

3.1.1 OCT formulation

Let us first explain the MIP formulation of OCT according to Bertsimas and
Dunn [2017] in this section.
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Yes NoIf f5 < 99

Yes NoIf f6 < 100

class P
Test: 92.1%
Train: 92.9%

Yes NoIf f7 < 98

NoYes If f8 < 98

Yes NoIf f14 < 10

NoYes If f6 < 120

class N
Test: 100%
Train: 100%

class N
Test: 91.8%
Train: 94.7%

class N
Test: 90.8%
Train: 92.2%

class P
Test: 57.1%
Train: 68.4%

class N
Test: 85.7%
Train: 96.7%

Yes NoIf f5 < 99

Yes NoIf f6 < 104

class P
Test: 86.5%
Train: 87.6%

class N
Test: 98.2%
Train: 98.1%

Yes NoIf f7 < 124

NoYes If f8 < 94

class N
Test: 90.9%
Train: 90.3%

class N
Test: 100%
Train: 100%

class N
Test: 87.1%
Train: 87.8%

Low accuracy

CART after reduction:
Low-depth tree accuracy: 92.17%
Hybrid-tree accuracy: 97.47%

Our model:
Low-depth tree accuracy: 89.39%
Hybrid-tree accuracy: 97.62%

class N
Test: 98.2%
Train: 98.1%

No leaves with
significantly lower accuracy

Figure 3.1: Comparison of a tree created by our method (FCT) and a tree on
the same data, created by CART.

We consider a K classification problem, with n samples with p features
each. We will refer to i-th sample as xi = (xi1, . . . , xip). Each xi has a
corresponding class yi, which takes one value out of the K classes.

Basic structural variables

A classification tree consists of branching nodes and of leaf nodes. We call
these sets of nodes TB and TL, respectively. In branching nodes, we will
model decision-making. With interpretability in mind, we consider so-called
axis-aligned trees. That means every branching node t compares only the
value of a single feature x:j and a threshold bt. This is a more restrictive kind
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3. Fair explanations using classification trees ........................
of decision-making compared to oblique trees, where decision making based
on a linear combination of all features.

This will be achieved using a set of binary variables atj for all branch nodes
t and all features j. We restrict them in a way that allows a single feature to
be activated for each node:

p∑
j=1

atj = 1, ∀t ∈ TB

Together with selecting a variable, we optimize the threshold. This is repre-
sented by a set of variables bt that take continuous value from the interval
[0, 1] because we consider our data to be normalized to this range.

We now have classification trees, where a branch node decision can now be
conveniently written as xT

i at ⋚ bt. We further presume (in alignment with
Bertsimas and Dunn [2017]) that in case of equality, the sample is assigned
to the right branch. This means, that a sample xi arrives to the left child of
t if xT

i at < bt and to the right child if xT
i at ≥ bt.

Since strict inequalities cannot be used in MIP, the authors use the minimal
difference between different consecutive values of each feature as a small
epsilon that replaces the need for a strict inequality. It is precisely defined as
follows:

ϵj = min
{

x
(i+1)
j − x

(i)
j

∣∣∣x(i+1)
j ̸= x

(i)
j ,∀i ∈ {1, . . . , n− 1}

}
where x

(i)
j is the i-th largest value in the j-th feature.

We also need to represent the assignment of a sample i to a leaf node t.
This is done using a set of binary variables zit. It holds that zit = 1 ⇐⇒
xi is assigned to a leaf t.

Putting all of these things together, we can see the two most important
constraints which will ensure the correct function of the branching:

aT
mxi ≥ bm − (1− zit) (3.1)

aT
m(xi + ϵ) ≤ bm + (1 + ϵmax)(1− zit) (3.2)

where i ∈ {1, . . . , n}, t ∈ TL and m ∈ TB is the node in which we decide to
go right (3.1) or left (3.2). We will call these sets of ancestors of a node t
with the node t to their left and right AL(t) and AR(t), respectively. These
sets are disjoint, and their union is the set of all ancestors of a leaf t. ϵmax is
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................................3.1. MIP formulation of FCT

the highest value of ϵj over all j and serves as the best big-M bound. ϵ is a
p-dimensional vector consisting of ϵj .

We must further ensure that samples are assigned to exactly one leaf. This
is done by the following constraint:∑

t∈TL

zit = 1

Extra structural variables

We want to allow the solver to ignore some nodes. Though we represent the
complete binary tree, we do not require to get a complete tree as a result.
Thus, we add binary variables to signal if a specific node is used or not.

For branching nodes, these will be variables dt. We enforce their property
by constraining at and bt to be equal to zero if dt = 0. This should lead to
all samples being sent to the right subtree according to Bertsimas and Dunn
[2017], but it introduced a flaw in the formulation, as will be discussed later
in Section 3.1.1.

p∑
j=1

ajt = dt, ∀t ∈ TB (3.3)

bt ≤ dt, ∀t ∈ TB (3.4)

We also ensure that child nodes of an unused node are also unused with the
following constraint:

dt ≤ dp(t), ∀t ∈ TB\{root} (3.5)

where p(t) is the parent node of node t. The variable dt also enables us to
use the number of nodes as an optimization parameter.

Regarding a similar variable for leaf nodes, we introduce binary variables
lt that reflect the emptiness of a leaf t.

lt =
{

1 if
∑n

i=1 zit > 0
0 if

∑n
i=1 zit = 0

This is done using the zit variables in the following set of constraints:

zit ≤ lt, ∀i ∈ {1, . . . , n}, ∀t ∈ TL (3.6)
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3. Fair explanations using classification trees ........................
We now use this variable lt to introduce a limit on the minimal amount of

samples assigned to each leaf.
n∑

i=1
zit ≥ Nminlt, ∀t ∈ TL (3.7)

where Nmin is the minimal amount of samples assigned to a leaf.

To enable the computation of the misclassification error, we must know the
classification of each sample. First, we aggregate the number of samples in a
leaf t. Bertsimas and Dunn name this Nt and write the following constraints:

Nt =
n∑

i=1
zit, ∀t ∈ TL (3.8)

Then we aggregate the number of samples of a certain class k in a leaf t.
Bertsimas and Dunn call this variable Nkt.

Nkt =
n∑

i=1
Yikzit, ∀k ∈ {1, . . . , K}, ∀t ∈ TL (3.9)

where Yik is equal to 1 if yi = k. Equivalently:

Yik =
{

1 if yi = k

0 if yi ̸= k
∀i ∈ {1, . . . , n}, ∀k ∈ {1, . . . , K} (3.10)

The formulation of the constraint (3.9) and the definition of Y (3.10) are
different from the original formulation by Bertsimas and Dunn [2017] from
which we otherwise did not diverge. This is just a simplification of the original.
Both are mathematically equivalent.

Classification variables

Lastly, we introduce a variable representing the class assigned to a leaf. This
is done by a set of binary variables ckt, which can be interpreted as true if
leaf t is assigned a class k. We ensure that only one class is assigned and that
no class is assigned to an empty leaf.

K∑
k=1

ckt = lt, ∀t ∈ TL (3.11)
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................................3.1. MIP formulation of FCT

Finally, we obtain information about the number of misclassified samples
or misclassification loss. Bertsimas and Dunn name the new variable Lt. We
need it to take the value of the minimal difference between the total number
of samples in a leaf Nt and the number of samples of any class. The class
satisfying the minimal difference will be the selected class k for which ckt = 1.
This is achieved using these constraints:

Lt ≥ Nt −Nkt − n(1− ckt), ∀k ∈ {1, . . . , K}, ∀t ∈ TL (3.12)
Lt ≤ Nt −Nkt − nckt, ∀k ∈ {1, . . . , K}, ∀t ∈ TL (3.13)
Lt ≥ 0, ∀t ∈ TL (3.14)

where n is the size of the training set and serves as a sufficiently high big-M
constant. The constraints (3.14) are important for empty leaves. Otherwise,
we might get arbitrarily low loss using a single empty leaf.

We conclude this introduction of OCT model by formulating the objective
function:

min 1
L̂

∑
t∈TL

Lt + α
∑

t∈TB

dt (3.15)

Where L̂ is the loss obtained by a simple majority classifier, essentially n
minus the number of samples of the most represented class. It is used to
“normalize” the first summand of the optimized function. This makes the
coefficient α independent of dataset size. [Bertsimas and Dunn, 2017]

Formulation flaw

Until now, the described formulation was the work of Bertsimas and Dunn
[2017] with only one constraint slightly changed for better understanding.
However, after implementing this formulation, we uncovered a flaw in the
formulation. It is trivially solved with 0% error by dm = 0, ∀m ∈ TB.

Consider the following. A sample xi is assigned to a leaf t. This means,
that zit = 1, and thus branch decision constraints (3.1) and (3.2) simplify to
aT

mxi ≥ bm and aT
m(xi + ϵ) ≤ bm respectively, for any ancestor m for which

it holds that dm = 0. There is nothing in the way of trivially satisfying both
of these with am = 0 and bm = 0. Solver thus sets all dm to 0 to enable all
am = 0 and proceeds by assigning all samples of each class to a single leaf,
achieving seemingly 100% accuracy.

A proposed solution to this issue is to change the decision constraint from
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3. Fair explanations using classification trees ........................
(3.2) to

aT
m(xi + ϵ̄) + ϵmin ≤ bm + (1 + ϵmax)(1− zit),
∀i ∈ {1, . . . , n}, ∀t ∈ TL, ∀m ∈ AL(t)

(3.16)

where ϵmin is the lowest value of ϵj and ϵ̄j = ϵj − ϵmin. ϵ̄ is essentially the
same vector as ϵ but with all values decreased by ϵmin.

This constraint is not satisfiable if dm = 0 and any leaf t such that m ∈ AL(t)
is assigned any data sample (zit = 1). This holds because all ϵj > 0 and thus
also ϵmin > 0. This results in the grouping of samples in the rightmost leaf of
a subtree with m as a root. This is what Bertsimas and Dunn [2017] claimed
should happen.

This change in the formulation will not influence the results otherwise,
since if dm = 1, there is amj = 1 for exactly one j, and removed and added
ϵmin will cancel out.

Although this is a valid correction of the issue, we were not interested
in optimizing the number of decision tree nodes, so we went for a more
straightforward solution to this issue and discarded the dt variable altogether
in further extending formulations. In all places where dt was present, we
swapped it for 1. By this, we force all decision nodes to branch. To include
non-complete trees, we prune them after MIP optimization.

Complete model

Now that we have described all parts of the OCT formulation, the complete
formulation is in Figure (3.2).

In our tests using the OCT formulation, we did not use the number of
branch nodes. We used the model with the original constraint (3.2) for the
decision bound to the left child and replaced the variable dt with 1 and α = 0
for the purposes of optimization.

3.1.2 Straightforward leaf accuracy formulation

The model described in the previous section is the basis for our work. The
initial implementation of our desideratum consisted of a simple hard constraint
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min 1
L̂

∑
t∈TL

Lt + α
∑

t∈TB

dt

s. t. Lt ≥ Nt −Nkt − n(1− ckt) ∀k ∈ {1, . . . , K}, ∀t ∈ TL

Lt ≤ Nt −Nkt − nckt ∀k ∈ {1, . . . , K}, ∀t ∈ TL

Lt ≥ 0 ∀t ∈ TL

Nkt =
n∑

i=1
Yikzit ∀k ∈ {1, . . . , K}, ∀t ∈ TL

Nt =
n∑

i=1
zit ∀t ∈ TL

lt =
K∑

k=1
ckt ∀t ∈ TL

aT
mxi ≥ bm − (1− zit) ∀i ∈ {1, . . . , n}, ∀t ∈ TL,∀m ∈ AR(t)

aT
m(xi + ϵ̄) + ϵmin ≤

bm + (1 + ϵmax)(1− zit) ∀i ∈ {1, . . . , n}, ∀t ∈ TL,∀m ∈ AL(t)∑
t∈TL

zit = 1 ∀i ∈ {1, . . . , n}

zit ≤ lt ∀i ∈ {1, . . . , n}, ∀t ∈ TL

n∑
i=1

zit ≥ Nminlt ∀t ∈ TL

p∑
j=1

ajt = dt ∀t ∈ TB

0 ≤ bt ≤ dt ∀t ∈ TB

dt ≤ dp(t) ∀t ∈ TB\{root}
zit, lt ∈ {0, 1} ∀i ∈ {1, . . . , n}, ∀t ∈ TL

ajt, dt ∈ {0, 1} ∀j ∈ {1, . . . , p}, ∀t ∈ TB

ckt ∈ {0, 1} ∀k ∈ {1, . . . , K}, ∀t ∈ TL

Figure 3.2: The OCT formulation. For a detailed explanation, see the expla-
nation in Section 3.1.1 or the original paper itself [Bertsimas and Dunn, 2017].
There is a minor correction of the original in the red constraint. It is changed
according to the formulation issue discussed in Section 3.1.1.
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3. Fair explanations using classification trees ........................
on leaf accuracy.

Lt ≤ Nt(1−Ah), ∀t ∈ TL (3.17)
where Ah is the desired accuracy in leaves.

The model with added constraints (3.17) is infeasible for some Ah. Take,
for example, a tree of depth 1 and a training set with a single feature, where
x = [1, 2, 3] and y = [1, 0, 1]. For Ah > 2

3 , the model is infeasible.

Since we do not really need to minimize the misclassification error, we also
tested a version where we omit the optimization goal and focus solely on
feasibility.

This constrained model was used in a kind of halving algorithm or bisection.
We search for the maximal Ah for which the model is feasible. Trivially, we
know that for Ah = 1

K , the model will always be satisfiable because we
can always assign the most common class in each leaf. Similarly, we know
that the upper bound on accuracy is, by definition, 1. We then halve the
interval, looking for the boundary between feasible and infeasible models. See
Algorithm 1 for exact pseudocode.

Algorithm 1: Halving algorithm
Input: K // Number of classes
Input: p // Desired precision of the result
Output: Ah∗ // Best achievable leaf accuracy

1 L← 1
K

2 U ← 1
3 while U − L > p do
4 M ← L+U

2
5 if MIP formulation with Ah = M is feasible then
6 L←M

7 else
8 U ←M

9 return L

Needless to say, this is not the best way of using MIP. The solver takes a
long time even to decide on feasibility. In practice, this meant we gave the
solver around one hour to decide whether a model was feasible and assumed
infeasibility otherwise.

Even like this, the algorithm takes several hours to get to an accurate
enough estimate. Assume we want to be precise up to a tenth of a percent,
equivalent to an accuracy of 0.001. Assuming we perform binary classification,
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................................3.1. MIP formulation of FCT

it takes 9 runs of the solver to obtain the result. That means 9 hours if we
use an objective function and a bit less if we don’t. The way to compute in
general the number of iterations is the following:

nruns =
⌈

log
(

1− 1
K

p

)⌉
(3.18)

The algorithm’s time complexity means shortening the time given to a
single MIP formulation run, which meant worse results. That was naturally
our next focus.

Soft accuracy formulation

One interesting way of improving the potential of the solver to find good
solutions was the proposal to set up a softer constraint on leaf accuracy.
It consisted of relaxed demand on accuracy in leaves with fewer assigned
training samples. We set a threshold Hthresh as the number of samples in a
leaf for which to use the standard accuracy (we refer to it as hard accuracy).
When there are fewer samples than Hthresh, soft accuracy is used instead.
Hard accuracy Ah

t in a leaf t is computed as follows:

Ah
t = Nkt

Nt
, k ∈ {1, . . . . , K} s.t. ckt = 1

And the soft accuracy As
t is computed like this:

As
t = Nkt

Hthresh , k ∈ {1, . . . . , K} s.t. ckt = 1

Considering the Ah as a parameter of the model, the soft accuracy formu-
lation is achieved by comparing the number of misclassified samples Lt to
the maximal number of misclassified samples Lthresh = Hthresh(1−Ah).

Now let us introduce the MIP formulation. Firstly, we need a binary
variable ht that holds true if hard accuracy is used in a node t.

ht =
{

1 if Nt ≥ Hthresh

0 if Nt < Hthresh

We force this behavior using the constraints:

ht ≤
Nt

Hthresh ∀t ∈ TL (3.19)

ht ≥
Nt −Hthresh + 1

n
∀t ∈ TL (3.20)
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3. Fair explanations using classification trees ........................
The constraints (3.19) sets the ht to 0 when the number of samples in the leaf
is less than a threshold, and the constraints (3.20) pushes it to 1 for values
above the threshold, while normalizing by n to keep the value below 1. The
+1 in the numerator ensures that for Nt = Hthresh the value ht is set to 1.

Having the ht variable set, we can continue by replacing the simple con-
straint on accuracy (3.17) with the following constraints:

Lt ≤ Hthresh(1−Ah) + nht ∀t ∈ TL (3.21)
Lt ≤ Nt(1−Ah) + n(1− ht) ∀t ∈ TL (3.22)

where n is used as a big-M constant. We can see the resemblance to the
original formulation (3.17) that now splits into two that are made tighter or
looser, based on the value of ht.

This was a semi-successful approach as it improved the quality of the
solutions. Still, it did not solve the issue of time complexity and general
oddity of the bisection approach.

3.1.3 Optimizable formulation

The clear next step was to create a formulation that could optimize leaf
accuracy in the MIP solver.

This is non-trivial because accuracy is defined as the number of samples
with the correct class divided by the number of all samples. Both of these
values are represented using variables in our formulation, so if we were to
set accuracy as a variable to optimize directly, we would not be able to
linearize the equation. In OCT formulation, the total number of samples is a
parameter, so it is easier to state the optimization goal.

To obtain accuracy in a different way, we introduce concepts of accuracy
potential and accuracy contribution. Accuracy potential sit is the accuracy
that one sample xi can contribute to a leaf t. Looking at the value for a
single leaf t, it is equal to 0 for samples not assigned to the leaf t and has the
same value as all other samples assigned to the leaf t. It also sums to 1 for
every node t. This is the potential amount of accuracy it can contribute to
the leaf accuracy of t.

Accuracy contribution Sit is the accuracy a sample xi contributes to the
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accuracy of leaf t. It equals sit if the leaf t classifies xi correctly. In terms of
the formulation, if ckt = 1 for k = yi.

To describe the MIP formulation of accuracy potential sit, we first state
the requirements:..1. must be between 0 and 1 inclusive..2. must sum to 1 for each leaf t to represent a 100% leaf accuracy..3. must be 0 for samples unassigned to node t..4. must be equal for all samples assigned to the node t

We satisfy the first three requirements simply with the following set of
constraints:

0 ≤ sit ≤ 1 ∀i ∈ {1, . . . , n}, ∀t ∈ TL (3.23)
n∑

i=1
sit = lt ∀t ∈ TL (3.24)

sit ≤ zit ∀i ∈ {1, . . . , n}, ∀t ∈ TL (3.25)

We sum them to lt instead of 1 to ensure the possibility of having empty
leaves. Since empty leaves have no assigned samples, all sit for such leaves t
would be equal to zero, and their sum could never be equal to 1.

The last requirement is the tricky one. We started with the following
straightforward formulation:

sit ≤ sjt + (2− zit − zjt) ∀i, j ∈ {1, . . . , n}, ∀t ∈ TL

sit ≥ sjt + (zit + zjt − 2) ∀i, j ∈ {1, . . . , n}, ∀t ∈ TL
(3.26)

Which suffers from the fact that it contains O(n2) constraints, which increases
the total complexity from linear to quadratic with respect to the size of training
data.

To keep the size complexity linear for FCT, just as is the case with OCT,
we introduce a reference potential rt for each leaf t. This reference will serve
as the common value to which all samples assigned will relate their values.
We replace constraints (3.26) with this formulation:

rt ≤ sit + (1− zit), ∀i ∈ {1, . . . , n}, ∀t ∈ TL

rt ≥ sit + (zit − 1), ∀i ∈ {1, . . . , n}, ∀t ∈ TL
(3.27)
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3. Fair explanations using classification trees ........................
Which is linear in size depending on n. We finally satisfied all four require-
ments of the accuracy potential effectively.

As a next step, we define accuracy contribution Sit as accuracy that a
sample contributes to the leaf accuracy t. Its value will be either equal to sit

or 0 depending on whether the sample is of the class assigned to the leaf or
not. The constraints to ensure that are the following:

0 ≤ Sit ≤ sit ∀i ∈ {1, . . . , n}, ∀t ∈ TL (3.28)

Sit ≤
K∑

k=1
Yikckt ∀i ∈ {1, . . . , n}, ∀t ∈ TL (3.29)

Sit ≥ sit +
K∑

k=1
Yikckt − 1 ∀i ∈ {1, . . . , n}, ∀t ∈ TL (3.30)

where the
∑K

k=1 Yikckt will always evaluate to cyit which is the binary value
signalling whether node t is assigned the class of the sample xi, that is yi. If
so, constraint (3.29) will allow for higher than 0 values, and constraint (3.30)
becomes a tight lower bound on Sit.

What remains is to sum the accuracy contributions and obtain the minimal
leaf accuracy of all leaves. We call the variable Q. The set of constraints
ensuring that we have the minimum is the following:

Q ≤
n∑

i=1
Sit + (1− lt), ∀t ∈ TL (3.31)

where the (1− lt) summand corrects the issue of empty leaves having accuracy
0 in the formulation by setting this constraint to 1 in order for them to not
influence the result. Since all samples must be assigned to some leaf, it cannot
happen that all leaves are empty, and the perceived leaf accuracy would go
to 1.

We do not need to give a lower bounding constraint to Q because it will
be the sole part of our maximization objective:

max Q (3.32)

This ensures that Q will be equal to the maximal possible value, which is the
leaf accuracy value, thanks to the constraints (3.31).
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Soft accuracy constraints

Since we used soft constraints in the previous formulation variant, we imple-
mented them here as well. We use the same constraints (3.19) and (3.20) for
variable ht. And for the soft accuracy itself, we replace the desired accuracy
Ah with our variable Q in the constraints (3.21):

Lt ≤ Hthresh(1−Q) + nht, ∀t ∈ TL (3.33)

the change is highlighted in blue. These constraints remain linear since
Hthresh is a parameter of the formulation.

We further add another conditional to the constraints (3.31) on leaf accuracy
Q to make them trivially satisfied for leaves that use the soft accuracy:

Q ≤
n∑

i=1
Sit + (1− lt) + (1− ht), ∀t ∈ TL (3.34)

the changes are again highlighted in blue.

This addition to the formulation was also used for some testing, as will be
presented in Section 3.4. Otherwise, our formulation reached its final form,
as there is not much more to be done to improve it. We optimize directly
the criterion we want in one go, and the formulation has not asymptotically
increased in size, compared to OCT.

3.1.4 Final FCT formulation

The version of the formulation that has shown the best results is the variant
that directly maximizes the leaf accuracy. The variant using soft accuracy has
had worse results compared to the simpler version. More on these findings in
Section 3.4.

We present a complete formulation of the FCT model in Figure 3.3. It is the
most successful variant proposed. The implementation of tree functioning is
taken from the OCT formulation by Bertsimas and Dunn [2017]. Those parts
are in black. We do not use the dt variable, so the formulations representing
the branching nodes are the same as in the OCT model. And where dt was
used originally, it is replaced by 1. The changes are in blue.
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Symbol Explanation Size

Params Yik Equal 1 for true class of a sample n×K
xi Input samples n× p
ϵ Minimal change in feature values p

ϵmax Maximal value of ϵ 1
Nmin Minimum of samples in a leaf 1
TL Set of leaf nodes 2d

TB Set of decision (branching) nodes 2d − 1
AL(t) Ancestors of leaf t that decide left ≤ d− 1
AR(t) Ancestors of leaf t that decide right ≤ d− 1

Variables Q Tree’s leaf accuracy 1
sit Accuracy potential of xi in leaf t n× 2d

Sit Accuracy contribution of xi in leaf t n× 2d

rt Reference accuracy for s:t 2d

zit Assignment of xi to leaf t n× 2d

lt Non-emptiness of leaf t 2d

ckt Assignment of class k to leaf t K × 2d

ajt 1 if deciding on feature j in node t p× |TB|
bt Decision threshold in node t 2d − 1

Table 3.1: Description of MIP symbols used in the FCT formulation in Figure
3.3. Parameter n refers to the number of samples, K is the number of classes, p
is the number of features, and d is the depth of the tree.

Additionally removed from the OCT formulation were variables (and their
respective constraints) regarding the misclassification loss Lt, number of
samples in a leaf Nt, and the number of samples of a particular class in a leaf
Nkt.

In their place, we added variables and constraints regarding accuracy
potential sit, accuracy contribution Sit, and Q, the leaf accuracy itself. All
completely new constraints and formulations are in purple.

3.2 Creating the Hybrid trees

Having optimized the tree using MIP, we will continue by doing two things.
The first one is the reduction of the tree. It is a simple transformation of
the tree to an equivalent form in terms of total accuracy. It usually removes
some leaves since the MIP solving process creates a complete binary tree, and
some are often redundant.
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max Q

s. t. Q ≤
n∑

i=1
Sit + (1− lt) ∀t ∈ TL

sit ≤ zit ∀i ∈ {1, . . . , n}, ∀t ∈ TL

rt ≤ sit + (1− zit) ∀i ∈ {1, . . . , n}, ∀t ∈ TL

rt ≥ sit + (zit − 1) ∀i ∈ {1, . . . , n}, ∀t ∈ TL

Sit ≤ sit ∀i ∈ {1, . . . , n}, ∀t ∈ TL

Sit ≤
K∑

k=1
Yikckt ∀i ∈ {1, . . . , n}, ∀t ∈ TL

Sit ≥ sit +
K∑

k=1
Yikckt − 1 ∀i ∈ {1, . . . , n}, ∀t ∈ TL

lt =
n∑

i=1
sit ∀t ∈ TL

lt =
K∑

k=1
ckt ∀t ∈ TL

aT
mxi ≥ bm − (1− zit) ∀i ∈ {1, . . . , n}, ∀t ∈ TL,∀m ∈ AR(t)

aT
m(xi + ϵ) ≤

bm + (1 + ϵmax)(1− zit) ∀i ∈ {1, . . . , n}, ∀t ∈ TL,∀m ∈ AL(t)∑
t∈TL

zit = 1 ∀i ∈ {1, . . . , n}

zit ≤ lt ∀i ∈ {1, . . . , n}, ∀t ∈ TL

n∑
i=1

zit ≥ Nminlt ∀t ∈ TL

p∑
j=1

ajt = 1 ∀t ∈ TB

0 ≤ bt ≤ 1 ∀t ∈ TB

zit, lt ∈ {0, 1} ∀i ∈ {1, . . . , n}, ∀t ∈ TL

ajt ∈ {0, 1} ∀j ∈ {1, . . . , p}, ∀t ∈ TB

ckt ∈ {0, 1} ∀k ∈ {1, . . . , K}, ∀t ∈ TL

0 ≤ Q, rt, Sit, sit ≤ 1 ∀i ∈ {1, . . . , n}, ∀t ∈ TL

Figure 3.3: Full FCT formulation. What each constraint represents has been
explained extensively in Section 3.1. In black are the original constraints of
OCT by Bertsimas and Dunn [2017], with minor edits in blue. In purple are our
additions to the formulation that complete the FCT. For explanations of the
symbols, refer to Table 3.1 or descriptions above.

29



3. Fair explanations using classification trees ........................
The second step is then the extension. We take data assigned to every

leaf and train new models on those samples, creating the hybrid tree. This
improves the model’s accuracy to levels comparable to using accuracy-oriented
models. The slight difference in accuracy is lost to improve the fairness of
the explanations provided by the tree.

3.2.1 Tree reduction

The reduction of the tree is done by iterative removal of leaves. We combine
all sibling leaves assigned the same class and remove all empty leaves. This is
done recursively until no further leaves can be removed.

This process decreases the number of splits in the tree and increases the
number of samples in leaves, giving more capability to learn good extending
models. While not reducing the overall accuracy of the tree, it can also
improve the leaf accuracy since we are interested only in the minimum
accuracy.

To illustrate this step, see the example in Figure 3.4.

3.2.2 Leaves extension

After the FCT is reduced to the simplest yet equivalent form, it is time to
extend it. We go through all leaves and use the training data assigned to
each leaf to train a further model.

For our purposes, we used the XGBoost [Chen and Guestrin, 2016] model
that has been shown to perform the best on mid-sized datasets [Grinsztajn
et al., 2022].

To optimize the XGBoost models, we do a Bayesian search for 50 iterations
to search for the most suitable hyperparameters of the model. The used
distributions are in Appendix C.2. Every configuration is trained on 3-fold
cross-validation on the corresponding data. The best hyperparameters from
the search are then used to train the leaf-extending model on all assigned
training data. If a leaf has 100% accuracy, we cannot train anything and keep
the class assigned to the leaf. If a leaf does not have enough samples of one
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[0] ? 6.9997

[0] ? 1.9996

<

[0] ? 1

≥

100% (1 / 1) 
class 1

<

60% (3 / 5) 
class 1

≥

100% (0 / 0) 
class 1

<

100% (2 / 2) 
class 0

≥

(a) : Tree before the reduction.

[0] ? 6.9997

66.7% (4 / 6) 
class 1

<

100% (2 / 2) 
class 0

≥

(b) : The same tree after the reduction

Figure 3.4: Example of Tree reduction. This is an example tree, trained using
CART on a dummy dataset of 8 samples. The tree before reduction is extended
to be a complete tree of depth 2. The percentages in each leaf represent accuracy
on the set of 8 samples. We can see both types of reductions. Notice that the
reduction increased the leaf accuracy of the tree by 6.7 percentage points and
simplified the learned explanations.
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class to perform the cross-validation, such a leaf is finished by an extending
tree of depth 5.

3.3 Experiments

Finally, we take a look at the experiments. The majority of FCT models
were trained with a depth limit equal to 4. The trees were then reduced and
extended by XGBoost to create the final Hybrid tree structure and to be
more comparable to the accuracy optimizing methods.

For MIP solving, we used the Gurobi optimizer [Gurobi Optimization, LLC,
2023], and for XGBoost training, we used the scikit-learn interface of the
model’s library [Chen and Guestrin, 2016]. For the hyperparameter search of
the XGBoost models in leaves, we used the scikit-optimize interface [Head
et al., 2021] of the Bayesian search with 3-fold cross-validation. The search
was performed for 50 iterations, and after the best hyperparameters were
found, they were used to train a model on all training data assigned to the
leaf.

We compare to CART algorithm, which is a widely used heuristic algorithm.
We used scikit-learn [Pedregosa et al., 2011] implementation. To optimize
its hyperparameters, we again used scikit-optimize interface of the Bayesian
search. We perform 100 iterations using 5-fold cross-validation. Specific
details of distributions are listed in Appendix C.2.

We also compare our method to OCT [Bertsimas and Dunn, 2017] for
which we used our implementation, provided with the implementation of
FCT.

FCT hyperparameters. We use one main configuration of hyperparameters
and then compare it to configurations with minor modifications to express the
influence of the hyperparameters. The main configuration of hyperparameters
of FCT is the following:

.The maximal depth of the tree is 4..The minimal number of samples in a leaf is 50.
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.The Gurobi solver is parametrized to focus on heuristic improvements.
The Heuristics parameter is equal to 0.8, and the MIPFocus parameter is
1. This means the solver prefers looking for new feasible solutions more
than on proving the optimality.

3.3.1 Training modes

Even though the FCT formulation is complete, it still allows for different
paths leading to the optimum. Because the entire formulation takes a lot
of time to solve optimally for trees of depth greater than 2, we tested three
training modes. Other than direct optimization of the MIP formulation from
scratch (will be referred to as Direct), we propose two different configurations.

One uses a solution from CART algorithm as a starting point of the
optimization process. This is done using scikit-learn [Pedregosa et al., 2011]
implementation, without any hyperparameter tuning. The hyperparameters
are either default or the same as will be for the FCT formulation. Those are
a limit on depth (d) and a minimal amount of samples in a single leaf (Nmin).
This was the main method of optimization; we refer to it as Warmstarted.

The third variant works iteratively by increasing the depth of the tree and
warmstarting the models with the solutions of the shallower trees. We first
optimize the tree of depth 1, then use the solution as a starting point of the
tree with depth 2, and so on, until we reach the final depth. It will be referred
to as Gradual since the tree is gradually increasing its depth.

3.3.2 Datasets used

For experiments, we used a benchmark of tabular mid-size datasets created
by Grinsztajn et al. [2022]. The datasets contained in the benchmark are
in four sets, based on two criteria: Whether the target is classification or
regression and whether the dataset contains at least one categorical feature
or only numerical ones. Since the FCT model handles only classification,
we also take into account only two of the four sets that have classification
as a target. All visualizations will thus distinguish two types of datasets,
named numerical and categorical for short. Note that the categorical datasets
contain at least one categorical feature. Not all features must be categorical.
Indeed, there are datasets that, even without the categorical features, satisfied
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3. Fair explanations using classification trees ........................
the conditions set by the authors of the benchmark and are thus both in
categorical and numerical sets.

All runs were performed on 10 random splits of each dataset to training
and testing sets. The training set is 80% of the entire dataset, bounded to
at most 10 000 samples to satisfy “mid-sizedness” as was the intention and
practice of the benchmark authors. This way, we preserve comparability to
Grinsztajn et al. [2022]. The test set consists of the remaining 20% of the
dataset. The same splitting process is performed with 10 different random
seeds for the split.

3.4 Results

We start by showing results on a single dataset that has a lot of importance
to the XAI community. The COMPAS dataset contains data from a system
designed to help judges make better decisions. The system creators were
accused of racial bias [Julia Angwin et al., 2016]. The version used here (and
in the benchmark) is a simplified variant that contains basic information
about the defendant, and the target feature is a binary variable evaluating
true if the defendant re-offended in the next two years.

See Figure 3.5 for comparing our results to CART aggregated over multiple
runs. We notice a drop in model accuracy when comparing FCT (cca 0.65)
to CART (cca 0.67), which is understandable, given the fact that model
accuracy is not the objective of FCT formulation. On the other hand, we see
an increase of more than 10 percentage points in leaf accuracy, substantially
improving the validity of the explanations. The presented CART trees are
well optimized. Both types of trees were extended (and also reduced first), so
their results can be compared.
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Figure 3.5: Aggregated results for 10 different data splits of the compas-two-years
dataset. We observe the performance of 2 kinds of trees with extensions. We see
a lower performance in total accuracy of FCT (the Proposed model) compared to
CART method, but better leaf accuracy for FCT, for which it was the optimized
variable. Upon extending the models, the model performance increases for both
CART and FCT, with FCT having a slight edge.
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3.4.1 Comparison to other methods

Figure 3.6 shows the aggregated performance of FCT (Proposed) model, the
warmstarted variant of OCT and optimized CART. We see that our model
outperforms not only CART but also OCT which served as the basis for our
model. On average, our model improves the minimal leaf accuracy by 11.16
percentage points compared to CART.
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Figure 3.6: Results on the testing sets. We see a significant increase in leaf
accuracy when using FCT formulation. A slight increase in hybrid tree accuracy
can also be noticed, although it has low statistical significance. For more detailed
results, refer to the comparison in Table 3.2.
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Minimal Mean (± std) Maximal

Leaf Accuracy - CART

categorical −0.0247 0.1064± 0.0729 0.1905
numerical −0.0553 0.1139± 0.0630 0.2116

Model Accuracy - CART

categorical −0.0027 0.0053± 0.0084 0.0182
numerical −0.0253 0.0016± 0.0086 0.0111

Model Accuracy - XGBoost

categorical −0.0228 −0.0095± 0.0064 −0.0036
numerical −0.0276 −0.0108± 0.0076 0.0005

Table 3.2: Improvements of mean accuracy on datasets between FCT and CART
or XGBoost. Data is computed by subtracting the mean accuracy of CART or
XGBoost, respectively, from the mean accuracy of our model on each dataset. In
the first two rows, we compare the leaf accuracy of our model to CART. In the
middle two rows, we compare the model accuracy of the hybrid FCT trees with
hybrid CART trees. In the last two rows, we compare our hybrid tree model to
the mean XGBoost model trained on the same dataset. Detailed numeric results
are in Appendix C.3.

3.4.2 Dependance on dataset difficulty

With Figure 3.7 we explore the behavior for datasets of varying difficulty.
We define three categories of difficulty based on the mean accuracy of the
XGBoost model obtained by the benchmark authors. The thresholds of
difficulty categories are 0.7 and 0.8 for datasets containing some categorical
features and 0.75 and 0.85 for datasets with only numerical features.

This was done to see how well the proposed formulation behaves based on
some intrinsic complexities of a dataset. We notice a more stable increase in
leaf accuracy, positively correlated with the increase in hybrid tree accuracy of
FCT. Compared to CART, our model seems to perform better on categorical
data.
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Figure 3.7: Results on testing data on all datasets. In square brackets are the
numbers of datasets belonging to each difficulty set. This plot shows that our
method, when extended in leaves, does not significantly decrease overall perfor-
mance compared to pure XGBoost while sometimes improving upon accuracy
obtainable by extended CART. It also shows that this capability is invariant to
the difficulty of the dataset.
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3.4.3 Required resources

We performed all experiments on an internal cluster with sufficient amounts
of memory. Each run of the MIP solver has been limited to 8 hours on 8
cores of AMD Epyc 7543, totaling 64 core-hours per split of a dataset. The
extension part takes, on average, around 3 core-hours per split. This totals
around 15,500 core-hours for the entire classification part of the benchmark
of Grinsztajn et al. [2022] and one configuration of hyperparameters.

The entire optimization of CART of depth 4 with the extensions of the
leaves took around 500 core-hours for the entire classification part of the
benchmark.

Memory requirements

Overall, the memory requirements of the datasets for our 8-hour runs were
between 15 and 95 GB. On average, all datasets required at most 70 GB
of working memory. Figure 3.8 shows the memory requirements of our
formulation in more detail. The extension phase of the process is negligible
in this regard, as it requires only about 1.5 GB of working memory for all
the datasets. Training and extending the CART models also required less
than 2 GB of working memory.

The amount of memory required by the MIP solver is dependent on the
size of the data in the number of training samples, as well as the number of
features. Figure 3.8b shows this linear dependence of memory requirements
on the size of the training set. Based on the coloring of the nodes, we also
see the dependence on the number of features, especially in the case of the
Bioresponse dataset.
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(a) : Histogram of memory requirements of MIP solver for all dataset splits.
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(b) : Mean memory requirements on datasets. Dots are colored according
to the number of features. Dataset Bioresponse is excluded from the color
mapping due to having a significantly higher number of features. Training
sets were clipped to a maximum of 10,000 points.

Figure 3.8: Memory requirements mostly do not exceed 70 GB. The memory
requirements increase slightly when more time is given to the solver and sig-
nificantly increase when bigger training sets are considered. We can also see
some correlation between the number of features and memory requirements when
looking at same-size datasets.
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3.4.4 Helper methods

In this section, we wish to explore the methods introduced to improve the
performance of the model. We will be comparing the use of Soft accuracy
and Tree reduction.

Soft accuracy

The notion of leaf accuracy is very unstable. The value is easily affected by a
single inaccurate leaf. This observation led to the idea of soft accuracy, where
we are more benevolent with less-populated leaves. For details, see page 23.

Though it tackles well the issue of less populated leaves with high inaccuracy,
it does not provide improvements when considered during the optimization.
In Figure 3.10 one can see that if we consider the leaf accuracy on testing
data to be performed without the soft accuracy switch, the accuracy drops
well below the range of CART.
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Figure 3.9: Comparison of the effect of proposed methods on leaf accuracy.
Each bar represents a mean value of leaf accuracy on testing data. The grey bar
shows the leaf accuracy right after the MIP solver ends. The red and blue are
after we compute the soft accuracy or after we reduce the tree, respectively. The
purple bar represents both methods combined. We see that soft accuracy helps
the leaf accuracy about the same amount as the reduction of the tree. Indeed,
both reduce the effect of inaccurate, less-populated leaves. Their combination
does not yield significant further improvement.
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Figure 3.10: Performance using soft accuracy with threshold Hthresh = 20. We
compare 3 configurations of FCT here. The blue is our selected configuration.
Green has relaxed constraints on the minimum of samples in a leaf. Yellow is
the same but trained using soft constraints. It performs the worse by far.

Tree reduction

Tree reduction is a good way to obtain more robust leaf accuracy. By reducing
the tree without hurting the accuracy, we achieve the same improvement as
by creating an ad-hoc concept of soft accuracy. See Figure 3.9

In Figure 3.11, we compare the complexity of the created trees by comparing
the distributions of the number of leaves (or potential explanations) provided
by the method. The CART model averages around 8 leaves after reduction.
Our proposed model’s distribution is close to that of CART models. When
solving the MIP formulation directly, the distribution is severely shifted
toward very small trees. Our proposed method uses a default CART solution
to warmstart the search.
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(a) : Histogram of the number of leaves of the reduced trees optimized directly
using the proposed formulation. The trees are heavily pruned.
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(b) : Histogram of the number of leaves of the reduced FCT trees created
with the proposed formulation, warmstarted using a simple CART solution.
The trees are smaller than well-optimized CART but retain some complexity.
This was the chosen method.
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(c) : Histogram of the number of leaves of the reduced trees created by CART
with optimized hyperparameters.

Figure 3.11: Comparison of the numbers of leaves in trees after the reduction
procedure.
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3.4.5 Other optimization strategies

To show that the warmstarting optimization method is truly the best, we
show the comparison in Figure 3.12. All methods have equivalent conditions
and hyperparameters, including the time to optimize. To refresh the reader,
we provide a quick description of

. Direct refers to the straightforward use of the MIP formulation.

.Warmstarted uses a simple CART solution (created using default hyper-
parameters) as a starting point of the solving process.

. Gradual refers to a special process where we use a shallower tree to train
a tree with a depth higher by 1 until we reach the desired depth.

. Halving is the primitive method of using a slightly extended OCT for-
mulation and performing the halving algorithm. See Algorithm 1.

All of the three approaches were run with the same resources. This
meant that even the Gradual approach took 8 hours in total. The time was
distributed so that the available time for the optimization process doubled
with each increase in depth. This means 32 minutes for the first run, 64
minutes for the tree of depth 2, 128 for depth 3, and 4 hours 16 minutes for
the final tree with depth 4.

For the Halving approach, we use the estimate of the number of runs needed
(see Equation (3.18)) and divide the amount of time to nruns equal parts.

Two interesting things manifest. Firstly, the halving algorithm shows
respectable performance. One would likely not expect such performance from
a first-draft variant of the solution.

Secondly, the gradual approach shows promise. It has higher hybrid-tree
accuracy by another 0.2 percentage points on average and has lower leaf
accuracy by only about 1.2 percentage points compared to the Warmstarted
approach (see Table 3.3 for the numerical comparison).
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Figure 3.12: Comparison of the various strategies to the optimization given the
same resources and conditions. Warmstarted refers to starting the optimization
process with a CART solution. The gradual approach is the approach of increasing
the depth of a tree and starting each new depth with the solution of the previous
shallower tree. Direct means a simple, straightforward optimization of the
formulation, as it is stated, without any hints. Halving is the implementation of
OCT and a hard constraint on the leaf accuracy, that changes as the Algorithm
1 progresses. All four approaches were run with the same resources. For a closer
investigation of the Gradual approach, see Table 3.3.
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Data type Min Mean (± std) Max

Leaf Accuracy categorical −0.1094 0.0122± 0.0753 0.1130
numerical −0.0867 0.0117± 0.0624 0.1154

Model Accuracy categorical −0.0219 −0.0021± 0.0094 0.0083
numerical −0.0103 −0.0023± 0.0056 0.0076

Table 3.3: Comparison of Gradual and Warmstarted approach. Positive numbers
show an advantage in the mean accuracy of the Warmstarted approach. Gradual
refers to the approach when the depth of the tree is gradually increased during
the optimization process.

3.4.6 Shorter time

When considering a shorter time for optimization, we can lower the memory
requirements from up to 95 GB to levels attainable by current personal
computers. When optimizing our MIP model for one hour, the required
memory is below 50 GB for all datasets except Bioresponse, which has one
order of magnitude more features than the rest of the datasets included in
the benchmark.

The mean memory requirement is below 30 GB of working memory (com-
pared to 50 GB for the 8-hour run). See Figure 3.13 for details.

Figure 3.14 shows that even with this limited time, compared to CART,
we can achieve significant improvement in leaf accuracy and similar accuracy
of hybrid trees.
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(a) : Histogram of memory requirements of MIP solver for all dataset splits.
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(b) : Mean memory requirements on datasets. Dots are colored according to the
number of features. Dataset Bioresponse is excluded from the color mapping due
to having a significantly higher number of features. Training sets were clipped to a
maximum of 10,000 points.

Figure 3.13: Comparison to a version of the FCT (Proposed) model that the
Gurobi solver optimized for only one hour. Compared to the main configuration,
which ran for 8 hours, we notice a significant decrease in memory requirements
for most datasets, up to tens of gigabytes. An outlier dataset Bioresponse with
cca 10 times more features sees a smaller decrease of about 2 GB.
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Figure 3.14: Comparison of the performance of the FCT model after 1 and 8
hours of optimization.
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3.4.7 MIP solve process

Although the MIP solver works towards global optimality, the road there
is lengthy. Figure 3.15b shows the progress of the MIP gaps during the
8-hour optimization averaged over all datasets. For a detailed look, see Figure
3.16. We see that the solution is still improving, albeit rather slowly, after
8 hours. Given that none of the runs improved the objective bound from 1
noticeably, the narrowing of the MIP gap is achieved only through finding a
better feasible solution. The objective bound always starts at 1 because of
the constraints on the variable Q.

This lack of improvement of the objective bound might have been affected
by our Gurobi parameter settings which focused on finding feasible solutions
and heuristic search. However, in tests with default parameters, the best
bound did not improve either.

Default parameters of Gurobi solver

To measure the performance improvement of our choice of parameters of the
solver, we ran a test with the default value of the MIPFocus parameter and a
test with the default value of the Heuristics parameter.

The results (see Figure 3.15a and Tables 3.4, 3.5) show no significant
improvements regarding the MIPFocus parameter. However, with the default
value of the Heuristics parameter, we observe an improvement in performance
on numerical datasets and a decrease in performance on categorical datasets.
The absolute differences are about the same, so we opted for the variant with
similar performances on both categorical and numerical datasets, that being
the proposed variant focusing on heuristics. The proposed configuration also
shows a more stable increase in accuracy w.r.t. the performance of CART
models. The solver performance varies per dataset, as visualized by Figure
3.16.

These differences in performance suggest that parameter space regarding
the MIP solver should be further explored.
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(a) : Comparison of the FCT model to models with default parameter
configurations show varying results. MIPFocus seems to influence the search
only very slightly. Heuristics, on the other hand, show significant improvement
on numerical datasets and a decrease in performance on categorical datasets,
with about the same value.
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(b) : Mean MIP optimality gap development over the solving time,
averaged over all datasets. For a non-aggregated version, see Figure
3.16.

Figure 3.15: Comparison of models with the proposed base configuration of
Gurobi parameters and default parameters.
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Figure 3.16: Mean MIP optimality gap development over the solving time. The
figure shows the progress of the value of the MIP optimality gap averaged over all
splits of each dataset. Each line corresponds to one dataset. For an aggregated
version, see Figure 3.15b
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Default Heuristics Data type Min Mean (± std) Max

Leaf Accuracy categorical −0.0117 0.0158± 0.0234 0.0531
numerical −0.1178 −0.0143± 0.0402 0.0435

Model Accuracy categorical −0.0011 0.0017± 0.0035 0.0094
numerical −0.0047 0.0005± 0.0025 0.0062

Table 3.4: Detailed view of the differences in the accuracy between default
Heuristics value and the proposed configuration. A positive number means the
accuracy advantage of the proposed parameter configuration. This shows a
numerical representation of what can be seen in Figure 3.15a. We see absolute
mean differences of comparable values. The negative difference on numerical
datasets also has a higher standard deviation, suggesting a stronger influence by
an outlier dataset.

Default MIPFocus Data type Min Mean (± std) Max

Leaf Accuracy categorical −0.0304 0.0036± 0.0213 0.0299
numerical −0.0528 0.0034± 0.0342 0.0788

Model Accuracy categorical −0.0028 0.0016± 0.0043 0.0088
numerical −0.0026 0.0001± 0.0019 0.0032

Table 3.5: Detailed view of the differences in the accuracy between the default
MIPFocus value and the proposed configuration. A positive number means
the accuracy advantage of the proposed parameter configuration. This shows
a numerical representation of what can be seen in Figure 3.15a. Both variants
seem to perform comparably, with a potential slight edge in favor of the proposed
configuration.
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3.4.8 Further Ablation Analyses

We provide some comparing experiments performed by changing a single
hyperparameter, or a few closely related hyperparameters, in the case of
CART.

Unlimited depth CART

An argument could be made against the choice to compare our method to
CART trees with depth maximally equal to 4. Figure 3.17 and Table 3.6 in
more detail show a comparison of CART models with a maximal depth of
4 and a maximal depth of 20. The actual depth limit for each model was
optimized along with other hyperparameters using the Bayes hyperparameter
optimization procedure.

The aggregated results show worse performance regarding both leaf accuracy
and hybrid-tree accuracy. Not only do the deeper trees perform worse, but the
length of provided explanations is also well above the 5-9 threshold suggested
as the limit of human understanding.

Data type Min Mean (± std) Max

Leaf Accuracy categorical −0.0769 0.2053± 0.2389 0.5404
numerical −0.1183 0.2441± 0.2115 0.5680

Model Accuracy categorical −0.0025 0.0173± 0.0185 0.0420
numerical −0.0006 0.0156± 0.0119 0.0370

Table 3.6: More detailed view of the differences in the accuracy between CART
trees with max depth 4 and CART trees with max depth 20. A positive number
means the accuracy advantage of the more constrained model. This shows a
numerical representation of what can be seen in Figure 3.17
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Figure 3.17: Comparison of CART tree results with limited depth and without
such a strict limit on the depth. Deeper trees provide worse explanations (due
to the length of explanation) and perform worse in general accuracy. For a more
detailed description of the differences introduced by the depth, consult Table
3.6
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No minimum number of samples in leaves

This comparison, see Figure 3.18, shows the importance of setting a minimal
amount of samples in leaves. Without enough points to support the obtained
leaf accuracy, it is more likely to be overfitted. On the other hand, when
choosing the Nmin parameter too high, we disable the solver to perform some
possibly beneficial splits, if they are supported by only a small amount of
training data.

This is certainly an important hyperparameter and further testing could
provide more insight into the proposed model’s performance.
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Figure 3.18: Comparison of performance of the proposed model with minimum
samples in leaves equal 50 and 1. Without the constraint, leaf accuracy is
supported by a low amount of samples, leading to higher overfitting to training
data and worse out-of-sample performance. Notice the high variance of the
model without a lower bound on the number of samples. CART optimized its
minimal amount of samples in leaves in hyperparameter search, according to
Table C.3.
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Non-warmstarted OCT

We compare our method to warmstarted OCT because both start from the
same CART initial solution. This makes them more comparable. However,
we also tested the OCT variant, directly optimized from the MIP formulation.
See the results in Figure 3.19. All OCT models were run with the same
hyperparameters as the proposed model. Heuristics-oriented solver, depth
equal to 4, and a minimal amount of samples in leaves equal to 50.

The average OCT performs worse than all our approaches (see Figure 3.12),
but the improvement from the warmstarted variant is intriguing. Especially
considering that it is not caused by the direct OCT method’s inability to
create complex trees without warmstarting. This is supported by Figure 3.20
showing a distribution of leaves similar to the distribution of CART trees
(see Figure 3.11).

This suggests that the OCT trees have comparable complexity to CART
and provide more valid explanations than CART, even without our extension
to the formulation. This is an interesting result, considering the fact that
neither CART nor OCT methods optimize for leaf accuracy. Our model,
however, almost doubles the improvement of direct OCT. It improves by a
similar number of percentage points as OCT improves on CART.
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Figure 3.19: Comparison of OCT trees that are warmstarted the same way as our
FCT model and OCT without the warmstart, optimized directly. Interestingly,
direct OCT performs significantly better.
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(a) : Histogram of the number of leaves in the reduced trees of the direct OCT method
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(b) : Histogram of the number of leaves in the reduced trees of the warmstarted OCT
method.

Figure 3.20: Comparison of reduced tree complexity of the OCT with and
without warmstart. OCT without warmstart creates trees of similar distribution
as the CART method (see Figure 3.11) but achieves better leaf accuracy than
CART (see Figure 3.19) despite neither of them optimizes that objective.
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Influence of depth

Lastly, we provide a comparison of our trees of depths 3, 4, and 5. Figure
3.22 shows the best results for the shallowest tree. Because of the exponential
increase in memory requirements, deeper trees are not able to perform the
same amount of optimization as the shallower ones. This is clear from the
formulation, but we also provide experiment data in Figure 3.23.

With a model of twice the complexity, the solver struggles to achieve
comparable results to our proposed model with lower depth. In the optimum,
deeper trees should only improve the leaf accuracy or stay at the same level.
We work with a time limit, and the solver handles smaller formulations better.
This is certainly a topic of further exploration, for example, by incorporating
scalability improvements to the model proposed in the literature [e.g. Verwer
and Zhang, 2019; Aghaei et al., 2020, 2022].

We see that the model with depth 3 is performing the best by far. Since
we selected the initial configuration to use a depth of 4, all other compared
configurations were set to use it for comparability. Although the trees of
depth 3 have the best leaf accuracy, we do not present them as the main
method. The reason is that the trees are significantly smaller (see Figure
3.21) and that we would further restrict the length of explanations to at most
3.

This is certainly a hyperparameter worth thinking about, to figure out
what kind of trees one wants.
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Figure 3.21: Number of leaves in the reduced FCT models of depth 3. Distribu-
tion is understandably skewed compared to the distribution of FCT of depth 4
in Figure 3.11b.
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Figure 3.22: Comparison of performance of the proposed model with depth 3, 4,
and 5. Depth 5 seems to be beyond the limit of what is tractable to efficiently
optimize in 8 hours, and depth 3 limits the possibilities of explanations too much.
However, it has by far the best leaf accuracy. Comparisons to CART of depths 5
and 3 would bring more information and a better understanding of up to what
degree this is a feature of trees as a model and up to what degree is this a feature
of our optimization formulation.
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(a) : Histogram of memory requirements of MIP solver for all dataset splits for trees
of depth 5, solved for 8 hours.
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(b) : Histogram of memory requirements of MIP solver for all dataset splits for trees
of depth 4, solved for 8 hours.
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(c) : Histogram of memory requirements of MIP solver for all dataset splits for trees of
depth 3, solved for 8 hours. All solving processes fit under 45 GB.

Figure 3.23: Comparison of the memory requirements of the FCT model with
depths 3 through 5. The mean memory requirement almost doubles from cca
23.9 GB for depth 3 through 51.1 GB for depth 4 to 77.3 GB for depth 5.

61



3. Fair explanations using classification trees ........................
Interestingly, the proposition that leaf accuracy is higher for shallower trees

seems valid even on commonly used CART trees. Figure 3.25 shows the
comparison of CART and FCT models with depth 3. We see a significant
increase in the leaf accuracy compared to depth 4. Nonetheless, CART models
of depth 3 still do not outperform FCT models of depth 4, which are the base
configurations.

This suggests that the deeper the tree we allow, the worse our leaf accuracy
gets. This seems to be an issue of overfitting, and indeed, shallower trees are
less likely to overfit due to limits on expressiveness. It might also be true
that there is an ideal depth of a tree regarding the leaf accuracy.

Further, in Figure 3.24, we illustrate the relation between the depth of
the tree and the amount of working memory used (in GB) to optimize the
model for 8 hours. We have seen the influence of time on the amount of
memory needed, so it is clear that the formulation size is not the only relevant
parameter. Interestingly, Figure 3.24 does not show a superlinear dependence.
However, that might be because of noise due to the presence of mere 3 data
points in the plot.
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Figure 3.24: Dependence of mean memory requirements for MIP formulations
on the depth of the tree.
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Figure 3.25: Detailed comparison of CART and FCT for depth 3. With the
FCT of depth 4 as a reference. Shallower trees seem to have better leaf accuracy
in general, possibly due to the lack of overfitting to the training data.
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3.4.9 More input data

The 10,000 limit on training samples could be seen as arbitrary. The reason
for it, other than this was the practice of Grinsztajn et al. [2022], is that we
want our model to balance the size of the formulation and the capability of
the formulated model. In other words, if we take a small amount of data,
we are less likely to grasp the intricacies of the target variable distribution
within the dataset. And if we take too many samples, we create a formulation
that will not achieve good performance in a reasonable time.

Nonetheless, in a direct comparison of a model learned on a training dataset
limited to 10,000 samples and 50,000 samples, we see that more data does
not necessarily lead to a better model, see Figure 3.26. The 50,000 model is
worse because of the too-demanding complexity of the formulation.

It improves the model accuracy, which is not surprising since each leaf
obtains more samples. The comparison to XGBoost in this regard is unfortu-
nately not fully reliable since the mean value was computed from performances
of models trained on at most 10,000 samples.
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Figure 3.26: Comparison of a FCT trained on at most 10,000 and 50,000
data samples. We compare only on datasets where the constraint meant a
change. Thus we omit datasets with enough samples to be covered by the main
configuration of taking 80% of data as training samples and cropping it to at most
10,000. Essentially, this meant we excluded all datasets with less than 12,500
samples. The number of datasets is in square brackets. CART and XGBoost
both use also only 10,000 samples, so the better mean score on the categorical
dataset is to be taken with a grain of salt.
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Chapter 4

Counterfactual optimization

Lastly, we introduce work regarding local explanations. We aim to create
an optimizable function based on counterfactuals. Such a function would
assess the ability of a model to generate sound, informative counterfactuals.
The model could then be optimized with such a measure in mind. This
could improve the local explainability of a model for which it is otherwise
difficult to provide global explanations. Or if such global explanations are not
representative enough or fair and valid, as discussed in the previous chapter.

As presented in Chapter 2, counterfactuals can be found optimally using
Mixed-integer programming (MIP). We can optimize the proximity of our
counterfactual x′ to the original input x while limiting the search space only
to samples that lead to a different result. This goal can be expressed in the
following way:

arg min
x′

dist(x, x′) (4.1)

s.t. N (x) ̸= N (x′) (4.2)
x′ remains a valid representation of a sample (4.3)

where dist(·, ·) is some distance function and N (x) represents a result of
model N on sample x.

When using a MIP solver, we can generate all counterfactuals relatively
close to the optimal value v. We can set an ϵ and use the solver to obtain
all counterfactuals with their objective value less than (1 + ϵ) ∗ v where v is
the objective value of the best counterfactual. The objective function (4.1) is
some distance to the factual x.

67



4. Counterfactual optimization ..............................
We search for all locally optimal samples within this range. We call the set

of such samples Cx, where Cx ⊆ C. The set C is a union of all counterfactuals
for every sample from D

C =
⋃

x∈D
Cx

where D is a set of input samples, in our case, usually a kind of validation
set.

The actual MIP formulation consists of two main parts. The encoding of
the input and encoding of the NN computation.

4.1 Encoding of the input

For the input encoding, we use one introduced by Russell [2019]. He proposes
a clever way to incorporate features of mixed types. Consider a feature
representing the number of months a loan payment was late. This has a con-
tinuous range, but optionally, one might consider extra categorical values. For
example, to represent missing records or that no previous loan was recorded.
These extra values can be useful for the model. One usually implements them
using a one-hot encoding and a default value for the continuous range, usually
0.

The MIP encoding by Russell [2019] binds a one-hot vector and a continuous
variable together using a binary variable as a switch. This construct is called a
mixed polytope. We extended the original formulation to account for entirely
categorical features correctly. Such features are added as a standard one-hot
encoding to a binary vector giving up the continuous feature.

Following the work of Russell [2019], we minimize a weighted 1-norm
of the difference of original and counterfactual vectors ∥x − x′∥1,w. Since
the input sample x contains categorical, continuous, and possibly mixed
features, we create our input vector x̄ by performing a one-hot encoding for
all categorical values. In the input vector, we have thus binary and continuous
fields. We denote the sets of indices of binary and continuous fields by B and
C, respectively.
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.................................4.1. Encoding of the input

The general formulation is the following:

arg min (g + h)TwC +
∑
j∈B

sjwj · (d′
j − x̄j) (4.4)

s.t. N (x) ̸= N (x′) (4.5)
0 ≤ gi, x̄i − ci ≤ gi ∀i ∈ C (4.6)
0 ≤ hi, ci − x̄i ≤ hi ∀i ∈ C (4.7)
conditions for mixed polytope and one hot encoding hold
di ∈ {0, 1} ∀i ∈ C (4.8)

where g is a vector of the negative deviation from the original values, h is the
opposite, and c is the vector of the counterfactual values of the continuous
fields.

In the objective function (4.4), d′ is the vector of binary values of the
counterfactual. The vector wC together with all parameters wj are weights.
These weights can be used to tune the generation of counterfactuals (e.g.,
to reflect actionability). We set them in a predefined way as inverse median
absolute deviations in alignment with Russell [2019]. By setting sj ∈ {−1, 1}
appropriately, the correct influence of each binary variable on the objective
can be set.

sj =
{
−1 if x̄j = 1
1 otherwise

because (d′
j − xj) < 0 is true only if binary variable xj is 1, and changing

that should increase the objective value since the value has been changed in
the counterfactual.

4.1.1 Mixed polytope

Mixed-polytope conditions are conditions that, for each mixed-type feature,
bind its continuous and categorical values together. To stabilize the impact on
the optimization, they ensure that the continuous value is set to an “anchor”
value (typically 0) if one of the categorical values is chosen. This “anchor”
value for each feature i of the input sample is denoted Fi. We denote ci, the
continuous value of feature i, that must lie in the range [Li, Ui].

We also introduce binary indicators di,j for j ∈ {1, 2, . . . , ki} values, where
ki is the number of categorical values of feature i. And one additional binary
indicator, di,c equal to 1 if feature i takes continuous value.
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4. Counterfactual optimization ..............................
The conditions defining a mixed polytope for a feature i are thus:

ki∑
j=1

di,j + di,c = 1 (4.9)

Fi − li + ui = ci (4.10)
0 ≤ li ≤ (Fi − Li)di,c (4.11)
0 ≤ ui ≤ (Ui − Fi)di,c (4.12)
di,j ∈ {0, 1} ∀j ∈ {1, 2, . . . , ki} ∪ {c} (4.13)

We encode fully continuous features in this way too.

4.1.2 Additions to the formulation

The formulation, as it stands, does not correctly account for categorical
features. The original implementation mapping prefers the choice represented
by value 0 (the first index of the one-hot encoding). It does so because of a
simplification in the Python implementation, where it used the dc variable
for the first categorical value. The dc otherwise represents only the change to
use the continuous spectrum.

That decision variable was disregarded in the minimization because it
would lead to increased penalization for switching to the continuous spectrum.
Thus, instead of being represented as a change of 2 weighed binary variables, a
change to option 0 meant only a change in 1, making it significantly “cheaper”.

Another issue with this representation was the additional continuous vari-
able without any meaning. Since all features were assumed to be continuous
or mixed (continuous, with some categorical values for reasons of missing
data, etc.), there was always a continuous variable. Any change in it was
minimized, so in the original application to linear models, this posed no issues.
However, applied to NNs, the objective function space is so varied that a
change in such nonsensical continuous value can positively influence the result
of the computation. For example, it was possible to obtain values like 0.2
for features where 1 encoded male and 0 encoded female. This happened
because when dc = 1 to represent that the value is “female”, nothing was in
the way of setting some non-zero value to ui = 0.2 that was added together
with Fi = 0 to the final odd value.

This implementation flaw led us to extend the encoding for pure categorical
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features. For continuous and mixed continuous features, this works exactly
the same way. But when a categorical feature is encoded, the decision variable
for shifting to a continuous spectrum is replaced by a weighted binary decision
variable and given as input to the model instead of the continuous variant.
Such encoding is thus a standard one-hot encoding. For a fully categorical
feature i with ki possible values:

ki∑
j=1

di,j = 1 (4.14)

di,j ∈ {0, 1} ∀j ∈ {1, 2, . . . , ki} (4.15)

4.2 Encoding of the neural network

For encoding the neural network, we used the MIP model by Fischetti and
Jo [2018]. In our case, the weights of the neural network are parameters, not
variables, since the MIP formulation does not optimize them.

We limit ourselves, as is common, only to Rectified Linear Unit (ReLU)
activation function. We also assume fully connected linear (dense) layers
only. Let our network have K such layers. A ReLU activated k-th layer for
k ∈ {1, . . . , K} could be represented in computation as:

xk = ReLU(W kxk−1 + bk)

where W k and bk are a weight matrix and a bias vector of k-th layer respec-
tively, and xk is the output of k-th layer. The x0 is thus the encoded input
vector x, and xK is the output of the neural network.

Computation of a j-th neuron of k-th layer is encoded into MIP conditions
as follows:

nk−1∑
i=1

wk
i,jxk−1

i + bk
j = xk

j − sk
j (4.16)

xk
j , sk

j ≥ 0 (4.17)
zk

j ∈ {0, 1} (4.18)
zk

j = 1 =⇒ xk
j ≤ 0 (4.19)

zk
j = 0 =⇒ sk

j ≤ 0 (4.20)

where nk is the number of neurons in k-th layer and n0 is the size of input
vector. outk

i is the output value of i-th neuron in the k-th layer. w and b
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4. Counterfactual optimization ..............................
correspond to the weights and biases of the neural network. sk

j represents
the possible negative output of the neuron before being discarded by ReLU.
Notice that negative contributions of the previous layer s

(k−1)
j are not present

in the formulation.

The binary variable zk
j secures the uniqueness of the solution, setting either

the output to be influenced either negatively or positively by setting the other
value to 0.

The implication condition (constraints (4.19) and (4.20)) is implemented
in most modern solvers or can be implemented by a set of standard big-M
conditions.

4.2.1 Modifications

Because our goal is to generate multiple closest solutions, we ran into problems
with generating multiple solutions with the same counterfactuals. This is
caused by a known problem with indicators that decide whether the output
of a node is positive or negative. This indicator is loosely bound if neuron
xk

j outputs 0. The indicator zk
j can be 0 or 1 in such a case. This generates

multiple MIP solutions with the same inputs. An attempt to battle this was
made by adding a constraint

zk
j ≤ sk

j ·M (4.21)

where M is an arbitrarily high number. The lowest possible value of sk
j for

your neural network will equal 1/M . This is constrained by the numerical
precision of the solver.

4.3 Counterfact encoding

Now that we have the formulation of the change in input and the model
computation, we need only the condition to require the change in the output
of the model.

Many variants of output functions could be modeled, and we refer the
reader to the vast existing literature [e.g. Fischetti and Jo, 2018; Akutsu and

72



.................................. 4.4. Proposed functions

Nagamochi, 2019]. For our case, we present the case of binary classification
and assume we decide based on whether the output of a single output neuron
is a negative or positive number. This corresponds to a standard setting
without sigmoid as the last activation function. Constraints for such a decision
in our MIP formulation are then:

S · xK
1 ≥ α (4.22)

where S is the sign of the desired result, xK
1 is the single output of the

network, and α ≥ 0 is a margin that can be used to introduce a margin to
the decision. We usually choose α = 0.

The complete formulation combines all presented constraints, depending
on the type of features in the input, the number, and size of the layers, etc.
The input vector x0 (equivalent to x̄) is represented in MIP by correctly
concatenating one hot binary indicator and continuous variables. We used
Gurobi solver [Gurobi Optimization, LLC, 2023] to solve the model.

4.4 Proposed functions

Now, being able to generate sets of close counterfactuals, we can generate the
counterfactuals for sets of validation samples and compare the distributions
for each feature. Then we combine the values of all features into one value
representing some notion of explainability.

We propose three novel functions to track the performance of a NN model
with respect to the ability to produce valuable counterfactuals. The first two
use standard Shannon entropy, and the third uses Wasserstein 2-distance,
one of the most useful variants from the Wasserstein distance family [Villani,
2009].

4.4.1 Entropy-based functions

The first two measures are a straightforward usage of Shannon entropy. We
first estimate the distribution of each feature, then compute its entropy. Then
we compute the difference between the entropy of the feature in the generated
counterfactuals and “factuals” (true data) that are classified as the same
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class. Finally, we average the measures over the features to get a single value.
Formally, we would write it as:

Ue1(X) = 1
p

p∑
i=1

(H(CX [i])−H(X[i])) (4.23)

where X is a validation set, CX is the set of generated counterfactuals for X,
square brackets [i] denote that we take the value of the feature i from the set
of all features, p is the number of features, and H represents the computation
of Shannon entropy of the distribution sampled by the values in the set.

The second proposed function is similar in that it uses entropy and differ-
ence, but now we compute the entropy last. We first compute the difference
between a factual and its counterfactuals, that is, samples of a different class.
Then we compute the entropy for each feature and average that, similarly
to the first function. We again compute this for each target class separately.
Formally,

Ue2(X) = 1
p

p∑
i=1
H({d(x[i], Cx[i]) | ∀x ∈ X}) (4.24)

s.t. d(x, Y ) = {x− y | ∀y ∈ Y } (4.25)

where Cx is set of close counterfactuals of a single sample x and all other
symbols are the same as for the Ue1(X).

The first function Ue1(X) should be minimized since our goal is to have
the counterfactuals represent the original distribution as well as possible to
generate valid and plausible explanations. In the second example, we wish to
maximize the function because we want the counterfactual representatives to
be generated differently for each sample. We want maximal diversity.

4.4.2 Wasserstein-based function

Wasserstein 2-distance is a standard metric used as a distance measure for
probability distributions. Because Wasserstein distances require a metric
space, it enables the user to set custom distances between certain features of
the data.

We compute the utility function similarly to Ue1 (4.23), but instead of the
difference between entropies, we compute the Wasserstein 2-distance between
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the distributions directly:

Uwd(X) = 1
p

p∑
i=1
W2(CX [i], X[i]) (4.26)

where all symbols have the same meaning as in previous formulations, and
W2 is the Wasserstein 2-distance. Similarly to Ue1 , we would use this function
to compare samples and counterfactuals of the same class and minimize this
function.

The way these utility functions could be used is, for example, to get an
“explainability” measure that could help the developer to see during training
when their model is in the best conditions. In this way, these proposed
measures could work quite similarly to the validation set error in the training
process of Neural Networks.

The implementation of the whole MIP formulation with all of the optimiz-
able functions is publicly available at:
https://github.com/Epanemu/counterfactual_explanations
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Chapter 5

Conclusion

We have shown that not only that there is a place for Mixed-integer program-
ming (MIP) in Machine learning (ML). We have described increasing interest
in these applications and supported this interest by adding our own.

In Chapter 2 we went through some existing approaches of using MIP and
direct MIP formulations of ML models. We described its use regarding NNs
and decision trees in more detail. We described the importance of MIP in
XAI, and the usefulness of tweaking the objective function to one’s needs. We
also summarized the definition, properties, and importance of counterfactual
explanations. We pointed out many variants of MIP formulations of the
counterfactual generation.

In Chapter 3, because the local explainability of the model’s decisions
is not enough in many cases, in Chapter 3 we took it upon ourselves to
produce a MIP formulation that improves the interpretability of decision trees
in general. By tackling the unfairness of accuracy distribution over leaves,
we introduced the idea of fair explanation. With that, we proposed a MIP
formulation of Classification trees that optimize the leaf accuracy. We call it
Fair Classification Tree (FCT).

We performed extensive testing of FCT and showed our method to work
well. Compared to the widely used CART, we improved the leaf accuracy
by more than 11 percentage points on average. Within the experimentation,
our method has shown some surprising results and made us question our own
configuration. We outlined everything a user of the FCT model might need
in order to decide for themselves which configuration suits them best.
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5. Conclusion......................................
In Chapter 4, we selected one of the many formulations for counterfactual

generation and used it to generate a set of counterfactuals within some
distance to the optimum. We added better support for the input features by
including proper definitions for the pure categorical variables. We further
proposed three utility functions that a model could optimize to achieve
improved post-hoc explainability.

5.1 Furhter improvements

All goals of the thesis were completed, and the last of them was completed in
the greatest detail. That being said, there are always more things to do.

Leaf accuracy oriented trees

While this area underwent a close inspection and many experiments were
performed, there are also topics requiring further exploration.

The most significant topic is the trees of depth 3 outperforming trees of
depth 4, which were selected as the reference configuration. This was a
surprising result for us since in earlier testing trees of depth 4 seemed like the
tipping point where sufficient depth met the computational tractability of the
formulation. We were unfortunately not able to provide further comparing
tests due to time limitations. Nonetheless, it is important for future work
to investigate the relation between low depth and high leaf accuracy. There
might be more reasons for the shallower trees outperforming the deeper ones
other than the less complicated formulation and better performance of the
MIP solver. It is certainly an exciting area waiting for further research.

The performance increase of the shallower tree also suggests that for deeper
trees, similar results could be achieved given enough time. The implementation
of efficiency improvements regarding the speed of the formulation solving
might thus influence the ordering of the performance of the FCTs based on
their depth.

Otherwise, it might be beneficial to do further testing of the intricacies of
varying values of other hyperparameters, especially the minimum of samples
in a leaf (Nmin).
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However, there is only so much time in one student’s life. We believe to
have done a fair attempt at comparison of our proposed FCT formulation to
other methods as well as to various other configurations of FCT.

Counterfactual optimizers

There are multiple things requiring future work regarding the counterfactual
optimization functions. A couple of obstacles are in the way of performing
relevant experiments with the functions. For those reasons and the lack of
interest at that time, no in-depth experiments were performed.

The question of how would one measure the quality of a counterfactual
explanation is a non-trivial one. The measure is influenced by subjective
opinions about explanations. It would thus make sense to require diversity,
but we also should exclude non-actionable features from this measure. Many
such concerns are needed to be taken into account.

Another issue is more technical, it is related to the counterfactual gener-
ation and the issue of generating multiple same counterfactuals because of
unfortunate encoding of ReLU. This issue was tackled by incorporating a
constraint, which limits the expressive capabilities of the network or reaches
the point of numerical instability, depending on the tightness of the bound.
This makes the generation less reliable to produce for example a fixed number
of closest counterfactuals. A possible solution is to use a max() function
instead. This leads to more stable results, but it also further decreases speed
because of non-linearity.

Even without the max(), the utility functions are lacking in speed. The
counterfactual generation takes quite a bit of time. The time demand also
increases with the increase in the relative range to the optimum. This measure
thus can take an order of magnitude more time than standard validation
measures performed during the training.

The next good question is the landscape of these functions. It is possible
to search the landscape efficiently? How would one combine such a measure
with standard accuracy measures? We leave many questions unanswered to
stimulate further work on this topic.
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5.2 Resources

All code and aggregated testing data are available in the respective repositories
of the 2 projects.

Regarding the FCT model and the methods connected to it, this is imple-
mented and presented at:
https://github.com/Epanemu/FCT

For the optimization functions using counterfactual explanations generation,
the repository can be found at:
https://github.com/Epanemu/counterfactual_explanations/
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Appendix A

Acronyms

AI Artificial Intelligence. 1–3, 5

CART Classification and Regression Trees algorithm. vii, viii, 13–15, 31–39,
41–46, 49, 53–56, 58, 60, 62, 63, 65, 77

EM Expectation–maximization algorithm. 6

FCT Fair Classification Tree. iv, v, vii, viii, 14, 15, 17, 19, 21, 23, 25, 27–30,
32–37, 42, 43, 47, 48, 50, 57, 59, 61–63, 65, 77–80, 91, 95, 96

MIP Mixed-integer programming. iv, v, 2, 3, 5–17, 19–25, 27, 28, 32, 33,
41, 61, 62, 67, 68, 71–73, 75, 77, 78

ML Machine learning. iv, v, 3, 5–12, 14, 77

NN Artifical Neural network. 3, 6–8, 10, 11, 68, 70, 73, 77

OCT Optimal Classification Tree. v, vii, 7, 14, 19–21, 24, 25, 27–29, 32, 36,
44, 45, 56–58

PCA Principal Component Analysis. 9, 10

ReLU Rectified Linear Unit. 71, 72, 79

SVM Support vector machine. 7, 9

XAI Explainable Artificial Intelligence. 1, 34, 77
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Appendix C

Supplementary material

C.1 Dataset descriptions

For the experiments on FCT, we used the classification part of the datasets
from the benchmark of mid-sized tabular data, created by [Grinsztajn et al.,
2022]. The datasets, with their properties, are listed in Table C.1. Training
sets contained 80% of the total amount of samples or 10 000 samples, whichever
was higher. This constraint affects 16 out of the 23 total datasets, though
some only minimally. The affected datasets have the number of samples in
the Table C.1 in bold.

In tests, we used 10 random seeds that determined the train-test splits, of
each dataset. Datasets are split into two kinds. Categorical and numerical.
Categorical are those that contain at least one categorical feature. Numerical
datasets have no categorical features. Four numerical datasets are the same
as categorical datasets but with the categorical features removed (covertype,
default-of-credit-card-clients, electricity, eye_movements). Only
datasets without missing features and with sufficient complexity are contained
in the benchmark. For a more detailed methodology of how the datasets were
selected, we refer the reader to the original paper. [Grinsztajn et al., 2022]
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categorical datasets # samples # features # classes

albert 58252 31 2
compas-two-years 4966 11 2
covertype 423680 54 2
default-of-credit-card-clients 13272 21 2
electricity 38474 8 2
eye_movements 7608 23 2
road-safety 111762 32 2

numerical datasets # samples # features # classes

bank-marketing 10578 7 2
Bioresponse 3434 419 2
california 20634 8 2
covertype 566602 32 2
credit 16714 10 2
default-of-credit-card-clients 13272 20 2
Diabetes130US 71090 7 2
electricity 38474 7 2
eye_movements 7608 20 2
Higgs 940160 24 2
heloc 10000 22 2
house_16H 13488 16 2
jannis 57580 54 2
MagicTelescope 13376 10 2
MiniBooNE 72998 50 2
pol 10082 26 2

Table C.1: Listed classification datasets of the tabular benchmark. Train sets
contained 80% of the total amount of samples or 10 000 samples, whichever was
lower. 16 affected datasets have the number of samples in bold.

C.2 Hyperparameter search distributions

We needed to optimize hyperparameters for some quickly trainable models.
We used Bayesian hyperparameter search for that purpose.

Extending XGBoost models

For the hyperparameter search of XGBoost models in leaves, we used the
distributions listed in Table C.2. The parameters are almost all the same as
used by Grinsztajn et al. [2022]. Only the number of estimators and maximal
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depth were more constrained to account for the fewer samples available for
training.

The Bayesian optimization was run for 50 iterations, with 3-fold cross-
validation in every leaf that contained enough points to perform the optimiza-
tion. The same process was used to extend all tested methods.

Parameter name Distribution [range (inclusive)]

Max depth UniformInteger [1, 7]
Number of estimators UniformInteger [10, 500]

Min child weight LogUniformInteger [1, 1e2]
Learning rate Uniform [1e-5, 0.7]

Subsample Uniform [0.5, 1]
Col sample by level Uniform [0.5, 1]
Col sample by tree Uniform [0.5, 1]

Gamma LogUniform [1e-8, 7]
Alpha LogUniform [1e-8, 1e2]

Lambda LogUniform [1, 4]

Table C.2: Distributions of hyperparameters of extending XGBoost models in
leaves. These were used in the Bayesian hyperparameter search in each leaf
separately. All distributions except Max depth and Number of estimators are the
same as in Grinsztajn et al. [2022]. The two different distributions were made
smaller to improve the optimization time and to account for lower amounts of
data.

In leaves with an insufficient amount of samples to perform the cross-
validation (less than 3 samples of at least one class in our case), we train a
model with a single tree of max depth 5.

CART models

For the hyperparameter optimization of CART models, we also used Bayesian
search, with the distributions shown in the table C.3.

The search was run for 100 iterations, with 5-fold cross-validation on the
same training data sets as our model. After this search, the best hyperparam-
eters were used to train the model on the full training data. The resulting
tree was reduced and every leaf was extended by an XGBoost model in the
same way as our models.

In comparisons in Section 3.4.8, we optimized a deeper variant of the CART.
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Parameter name Distribution [range (inclusive)]

Max depth UniformInteger [2, 4]
Min samples split UniformInteger [2, 60]
Min samples leaf UniformInteger [1, 60]

Max leaf nodes UniformInteger [8, 16]
Min impurity decrease Uniform [0, 0.2]

Table C.3: Distributions of hyperparameters of CART models used to compare
to our method.

Leaf Accuracy

categorical datasets CART Proposed

albert 0.4674 0.5706
compas-two-years 0.4631 0.5711
covertype 0.5166 0.7071
default-of-credit-card-clients 0.3346 0.5246
electricity 0.5404 0.6250
eye_movements 0.4356 0.4109
road-safety 0.5228 0.6158
Mean rank 1.8571 1.1429

Table C.4: Categorical datasets. Mean leaf accuracies of models on out-of-sample
data and average ranks.

The process was the same, except for initial distributions of hyperparameters
for Max depth and Max leaf nodes. Those were UniformInteger [2, 20] and
UniformInteger [8, 512] respectively.

C.3 Detailed results

We also provide the full results for each dataset. Figures C.1 and C.2 are
decomposed variants of Figure 3.6 for categorical and numerical datasets
respectively. We also provide exact results for leaf accuracy, in Tables C.4
and C.6, plus the exact results for hybrid tree accuracy, in Tables C.5 and
C.7.

The detailed results show that the proposed model outperforms the CART
model in both accuracy measures on almost all datasets and has comparable
accuracy to XGBoost.
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Figure C.1: Detailed performance comparison FCT model on individual cate-
gorical datasets.

Hybrid-tree Accuracy

categorical datasets CART Proposed XGBoost

albert 0.6466 0.6510 0.6559
compas-two-years 0.6754 0.6772 0.6807
covertype 0.8409 0.8567 0.8658
default-of-credit-card-clients 0.7132 0.7117 0.7184
electricity 0.8808 0.8781 0.8861
eye_movements 0.6267 0.6449 0.6677
road-safety 0.7570 0.7579 0.7689
Mean rank 2.7143 2.2857 1.0000

Table C.5: Categorical datasets. Mean hybrid tree accuracies of models on
out-of-sample data and average ranks.
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Figure C.2: Detailed performance comparison of FCT on numerical datasets
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................................... C.3. Detailed results

Leaf Accuracy

numerical datasets CART Proposed

bank-marketing 0.4083 0.5837
Bioresponse 0.4738 0.5700
california 0.5538 0.6861
covertype 0.5391 0.6314
credit 0.5153 0.6439
default-of-credit-card-clients 0.3422 0.5136
Diabetes130US 0.4057 0.5204
electricity 0.5404 0.6331
eye_movements 0.4819 0.4265
Higgs 0.4953 0.5698
heloc 0.4909 0.6722
house_16H 0.4985 0.6336
jannis 0.4617 0.5079
MagicTelescope 0.4719 0.6835
MiniBooNE 0.4420 0.5809
pol 0.5680 0.6550
Mean rank 1.9375 1.0625

Table C.6: Numerical datasets. Mean leaf accuracies of models on out-of-sample
data and average ranks.
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Hybrid-tree Accuracy

numerical datasets CART Proposed XGBoost

bank-marketing 0.8011 0.8003 0.8044
Bioresponse 0.7655 0.7755 0.7920
california 0.8803 0.8914 0.8997
covertype 0.8094 0.8147 0.8190
credit 0.7715 0.7462 0.7738
default-of-credit-card-clients 0.7118 0.7124 0.7156
Diabetes130US 0.6030 0.6051 0.6059
electricity 0.8692 0.8600 0.8683
eye_movements 0.6311 0.6364 0.6554
Higgs 0.6945 0.6992 0.7142
heloc 0.7106 0.7188 0.7183
house_16H 0.8702 0.8726 0.8881
jannis 0.7578 0.7632 0.7778
MagicTelescope 0.8481 0.8518 0.8605
MiniBooNE 0.9184 0.9194 0.9369
pol 0.9804 0.9811 0.9915
Mean rank 2.7500 2.1250 1.1250

Table C.7: Numerical datasets. Mean hybrid tree accuracies of models on
out-of-sample data and average ranks.
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